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РЕФЕРАТ

**Пояснительная записка к курсовому проекту:**

распределение обязанностей

**Громов В.В. –** разработал GUI клиент программы. Сделал привязку GUI клиента к разработанной библиотеке анализа кода. Оформил документацию для курсового проекта на git.

**Гафаров И.Н. –** создал механизм, позволяющий хранить уязвимости и список правил для них на кластерном сервере MongoDB, что позволило облегчить процесс взаимодействия с базой данных. Участвовал в создании функционала, позволяющего автоматизировать функциональное тестирование. Также реализовал алгоритмы, позволяющие выявить уязвимости утечка информации, некорректный доступ к файлам, случайные числа криптографического качества. Написал junit тесты, для разрабатываемого программного обеспечения.

**Кузнецов В.А. –** реализовал функционал, позволяющий выявлять уязвимости внедрение SQL команд, внедрение команд, гонки.

**Брагин Р.А. –** реализовал функционал, позволяющий выявлять уязвимости пренебрежение обработкой ошибок, пренебрежение безопасным хранением данных, переполнение целых чисел.

ВВЕДЕНИЕ

1 БИБЛИОТЕКИ/ПРОГРАММНЫЕ СРЕДСТВА, ВЫБОР ЯЗЫКА ПРОГРАММИРОВАНИЯ И СРЕДЫ РАЗРАБОТКИ

## Библиотеки и программные средства

Для реализации функционала программного обеспечения использовался следующий список библиотек:

1. Mongo-java-driver – библиотека, позволяющая работать с базой данных MongoDB, с помощью использования Java кода;
2. Velocity – движок для обработки шаблонов (template engine), который позволяет напрямую обращаться к методам и полям Java классов. В данной работе использовалась для создания результирующих отчетов;
3. Junit – библиотека для модульного тестирования программного обеспечения на языке Java;
4. Log4j – быстрая и гибкая среда ведения журналов (логирования), написанная на Java;
5. Maven-antrun-plugin – плагин, который позволяет запускть ant задачи, с помощью maven. Ant задачи могут быть описаны внутри pom.xml, использовался для автоматизации функционального тестирования;
6. JavaFX – представляет инструментарий для создания кроссплатформенных графических приложений на платформе Java;

## Выбор средств разработки и системных программных средств

Для реализации поставленной задачи был выбран язык программирования Java. Главными преимуществами данного языка являются простота изучения, объектно-ориентированный подход в разработке программного обеспечения, кросплатформенность, высокопроизводительность.

В качестве среды разработки было принято решение использовать IntelliJ IDEA – то IDE, интегрированная среда разработки (комплекс программных средств, который используется для написания, исполнения, отладки и оптимизации кода) для Java, JavaScript, Python и других языков программирования от компании JetBrains. Отличается обширным набором инструментов для рефакторинга (перепроектирования) и оптимизации кода.

* 1. **Требования к разрабатываемому программному обеспечению**

Разрабатываемая программа должна отвечать следующим требованиям, обусловленным ее назначением и сферой применения:

1. Поиск уязвимостей в программах, написанных на С++ путем анализа их текстов при помощи специально разработанной программы - анализатора;
2. Составление отчета по найденным уязвимостям, при этом должно быть указано в какой строчке кода найдена уязвимость, описание уязвимости и способ её устранения;
3. Наличие графического интерфейса, для удобного взаимодействия с программой;

2 МИНИМАЛЬНЫЕ СИСТЕМНЫЕ ТРЕБОВАНИЯ

Требования к рабочей станции для установки данного программного обеспечения:

* Процессор — Intel Core 2 Duo или другой схожий по производительности x86-совместимый процессор с количеством ядер 2 и более;
* Объем оперативной памяти — не менее 2 ГБайт (рекомендуется 4 Гбайт);
* Свободное место на жестком диске — не менее 150 Мбайт (рекомендуется 250 Мбайт);
* Сетевой адаптер или модем;
* Операционная система — Windows 7 / Windows 8 / Windows 8.1 / Windows 10 / Windows 11;
* Postman;
* Java 11;
* Java Development Kit 11.

3 ИНСТРУКЦИЯ ПО УСТАНОВКЕ ПРОГРАММНОГО ОБЕСПЕЧЕНИЯ

В архиве с программным обеспечением предоставлены два JAR-архива: клиентский и серверный. Каждый архив представляет собой готовое для запуска приложение.

Шаги по установке программного обеспечения:

1. Проверьте, что дистрибутив языка программирования Java версии 11 (или выше) установлен на вашей рабочей станции. Если он отсутствует в системе, пожалуйста, установите Java, скачав дистрибутив с официального сайта: <https://www.java.com/ru/download/manual.jsp> ;
2. Проверьте, что установлен JDK (Java Development Kit) 11 (или выше). Обычно JDK располагается в C:\Program Files\Java\jdk-X, где X – версия JDK. Если он отсутствует в системе, пожалуйста, установите JDK:

<https://www.oracle.com/java/technologies/downloads/>

1. Установите переменную среды JAVA\_HOME на директорию установленного JDK. Для этого в поиске (в системе) необходимо ввести «Изменение системных переменных среды» и открыть появившуюся в окне результата утилиту. В открывшемся окне необходимо выбрать вкладку «Дополнительно», а затем нажать на кнопку «Переменные среды…». В нижней части («Системные переменные») нового открывшегося окна необходимо нажать на кнопку «Создать». Во вновь открывшемся диалоговом окне нужно указать название переменной «JAVA\_HOME» и указать полный путь до JDK (см. рисунок 1);
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Рисунок 1. Установка переменной среды JAVA\_HOME

1. Проверьте, что в переменной среды PATH существует директория System32 (обычно находится по пути C:\Windows\System32). Если такого пути нет в переменной среды, добавьте его;
2. Запустите командную строку и введите java -version. Если результатом является версия Java – все шаги выполнены верно и язык программирования Java и JDK установлены;
3. Распакуйте архив с программным обеспечением в любую директорию;

4 ЗАПУСК ПРОГРАММНОГО ОБЕСПЕЧЕНИЯ

Строго рекомендуется запускать программное обеспечение через командную строку в системе Windows, поскольку в таком случае весь журнал событий (лог) будет отображаться именно в командной строке. Если журнал событий не нужен, программное обеспечение может быть запущено простым двойным нажатием левой кнопкой мыши по JAR-архиву. Запуск программного обеспечения через командную строку происходит при выполнении следующей команды:

java -jar <полное имя JAR-архива>

Запуск клиента ничем не отличается от запуска сервера.

5 ФУНКЦИОНАЛЬНОЕ ОПИСАНИЕ РАЗРАБОТАННОГО ПРОГРАММНОГО ОБЕСПЕЧЕНИЯ

В разделе описывается основной принцип работы программного обеспечения и некоторые теоретические основы.

Программное обеспечение представляет собой систему, эмулирующую передачу конфиденциальных данных. Система способна включать и отключать передачу данных согласно предоставляемому расписанию оператором, который взаимодействует с сервером. Данные передаются в зашифрованном виде. Шифрование происходит на стороне клиента-передатчика, а дешифрование на стороне клиента-приемника. Технически программное обеспечение представляет собой совокупность элементов, на которых строится абсолютно любое веб-приложение. Все модули приложения написаны на языке программирования Java.

Общий принцип работы ПО: существует сервер и множество клиентов (2 и более). Между клиентами осуществляется передача данных в определенном формате. Между клиентами стоит ретранслятор (сервер). То есть, передача данных происходит через посредника. Сервер используется как посредник для обеспечения дополнительной надежности при передаче данных (описано ниже). Так же сервер используется для предотвращения конфликтов расписаний, поскольку каждый из клиентов имеет свое собственное расписание. Передача данных включает в себя 3 этапа:

1. Получение передаваемой информации из базы данных одного клиента;
2. Передача информации на сервер;
3. Передача данных с сервера на другой клиент.

Для обеспечения жизненного цикла программного обеспечения серверу необходимо передать расписание, в течение которого возможна передача данных от одного клиента к другому.

Информация передается по принципу перемещения: передаваемые данные копируются для передачи на клиента-получателя, а затем удаляются из клиента-отправителя.

Перед передачей информации с клиента на сервер происходит аутентификация клиента путем передачи некоторого ключевого слова. Ключевое слово создается на этапе запуска программного обеспечения. После создания ключевого слова создается его хэш-значение, получаемое с помощью хэш-функции SHA512. Ключевое слово передается на сервер в обычном открытом виде, который затем проходит на нем проверку. Проверка включает в себя использование хэш-функции SHA512 и сравнение полученного хэш-значения с сохраненным значением в базе данных. Если хэш-значения совпадают, то клиент считается доверенным отправителем конфиденциальной информации. При этом сервер так же должен знать об этом ключевом слове, так как используется как ретранслятор при передаче данных между двумя клиентами.

Часть конфиденциальной информации непосредственно шифруется перед передачей. Алгоритмом шифрования был выбран AES в режиме CBC. Секретный ключ может быть создан автоматически (самостоятельно) программным обеспечением. В результате получается псевдослучайный ключ длиной 256 бит. Ключ может быть использован повторно, если пользователь укажет путь к файлу с ключом при запуске программного обеспечения. Если же путь до файла не указан, будет создан новый ключ. Для успешной передачи информации с сохранением целостности необходимо присутствие одного и того же секретного ключа на двух клиентах. В противном случае информация может быть потеряна, поскольку не существует никакого механизма подтверждения о получении и верном расшифровании данных, то есть, отправка данных напопинает использование протокола UDP: отправка данных свидетельствует о возможности старта удаления отправленных данных на передающей стороне. Однако в случае недоступности сервера или клиента-приемника, данные из клиента-передатчика удалены не будут, так как при передаче все же производится проверка статуса отправки http-запроса с данными в теле этого запроса. Если статус запроса не является успешным – данные отправлены и удалены не будут.

Поскольку сервер является посредником при передаче конфиденциальной информации между клиентами, он получает данные в зашифрованном виде. Расшифровать данные на сервере не получится, поскольку сервер ничего не знает о секретном ключе. Таким образом, обеспечивается конфиденциальность данных на ретрансляторе.

В случае потери связи с клиентом-получателем, сервер временно сохраняет данные в своей базе данных, при этом добавляя информацию об отправителе и получателе. Сервер периодически пытается установить соединение с клиентом-получателем для повторной отправки данных. В случае если связь установлена – начинается передача данных с сервера на клиент-получатель. Если связь с клиентом-получателем не установлена – сервер попытается установить сеанс связи через некоторый промежуток времени.

Данные приходят на клиент-получатель в зашифрованном виде. У клиента-получателя так же проверяется ключевое слово, отправленное при передаче данных с сервера. Клиент-получатель расшифровывает зашифрованную часть полученной информации и сохраняет ее в свою локальную базу данных.

Данные могут передаваться клиентами только в одном направлении. То есть, у каждого клиента-отправителя может быть только один клиент-получатель. При этом существует возможность обеспечения полнодуплексного режима передачи информации.

6 ДЕТАЛЬНОЕ ОПИСАНИЕ РАЗРАБОТАННОГО ПРОГРАММНОГО ОБЕСПЕЧЕНИЯ

## Средства сборки, язык, каркас и модули программы

Программное обеспечение написано на языке Java версии 18. Для сборки программного обеспечения был использован Maven (фреймворк для автоматизации сборки проектов на основе описания их структуры в файлах на языке POM, являющемся подмножеством XML).

Программное обеспечение было разделено на 3 модуля: common, client и server. В модулях server и client описаны классы, специфичные для соответствующих экземпляров (сервера и клиента соответственно). Модуль common используется как общая часть (зависимость) для двух других модулей.

Программное обеспечение является приложением, основанным на Spring Boot, то есть, использует особенности и возможности каркаса Spring. Ярким примером использования особенностей этого каркаса является механизм внедрения зависимостей (Dependency Injection).

В процессе разработки были задействованы такие технологии как Hibernate, Mockito, Junit, Java Persistence API, Rest API и Slf4j.

Основными элементами приложения являются стандартные элементы слоев веб-приложения: контроллеры, сервисы и репозитории. Репозитории используются как «драйвера» или «адаптеры» между приложением и базой данных. Этот тип объектов используется исключительно для доступа к данным и позволяет выполнять самые простые действия с ними такие как сохранение (создание), получение, редактирование и удаление. Сервисы используются как обертки для репозиториев, в рамки которых входят различного рода проверки данных на наличие и корректность. Под контроллерами понимаются REST-контроллеры, которые используют сервисы для обработки полученных данных и получения результата на основе этой обработки. Контроллеры используются в основном для запуска сервисов и выдачи ответов пользователю. Ответ включает в себя http-статус и иногда сообщение (например, описание ошибки).

## Инициализация ресурсов

При запуске программного обеспечения происходит инициализация исходных ресурсов с последующей обработкой конфигураций, написанных разработчиком. В этом приложении используется конфигурация для настройки объекта доступа к базе данных (все необходимые сведения для подключения), а также конфигурация настройки сервлетов (специальных объектов, предназначенных для обработки запросов пользователя и выдачи ответов).

## Описание сущностей

В программном обеспечении используются простые POJO (Plain Old Java Object) объекты для представления сущностей. Сущности включают в себя совокупность полей, каждое из которых реплицируется в соответствующую колонку таблицы. Каждая колонка таблицы имеет соответствующий полю сущности тип данных.

В приложении существует 5 типов сущностей: ключевое слово, расписание, интервал времени, передаваемая и получаемая единицы конфиденциальной информации. Каждая сущность является сериализуемой (то есть, может быть представлена в удобном для передачи виде) и имеет свой уникальный идентификатор. Идентификаторы заполняются автоматически при сохранении сущностей в базу данных.

Ключевое слово используется для аутентификации клиентов при передаче информации. Это слово передается вместе с конфиденциальными данными в заголовке http-запроса. Сами же конфиденциальные данные отправляются телом http-запроса.

Расписание представляет собой совокупность упорядоченных интервалов времени, а также содержит поле – IP-адрес клиента, которому принадлежит текущее расписание. Расписание изначально присылается оператором на сервер в JSON-формате с заранее определенными временными интервалами. В случае если данные в расписании являются неактуальными или некорректными, они отбрасываются проверяющим сервисом, который выдает ошибку и посылает сигнал в контроллер, который затем отправляет соответствующий статус пользователю и выводит сообщение в журнал событий.

Интервал времени помимо идентификатора содержит в себе два поля: время начала и время конца промежутка времени. Эти поля играют роли границ временного интервала.

Принимаемая и получаемая конфиденциальная информация – это по содержанию одна и та же сущность, однако их было создано две с целью налаживания работы с технологией ORM, реализацией которой в данном случае является Hibernate. Чтобы предотвратить отправку полученных данных в таблицу, предназначенную исключительно для данных, подлежащих передаче, для них была создана отдельная таблица, при этом использование технологии ORM предполагает использование отдельных таблиц для каждой сущности приложения.

## Репозитории, сервисы и контроллеры

Каждой сущности принадлежит соответствующий ей репозиторий, который помогает приложению работать с ней и с предназначенной для нее таблицей в базе данных. На сервере достаточно 3-х сущностей: конфиденциальные данные для отправки, расписание и интервал времени. На клиенте используются все 5.

Помимо сервисов, являющихся покрытием для репозиториев, существуют и другие сервисы, необходимые для достижения других целей. Таким образом, можно разделить сервисы на 3 группы: сервисы для покрытия репозиториев, сервисы для выполнения команд и сервисы для выполнения бизнес-логики.

Сервисами для покрытия репозиториев являются обычные сервисы, количество которых равно количеству репозиториев (за исключением одного, который из-за особенностей технологии Hibernate был не нужен – сервиса для интервалов времени).

Сервисы для выполнения команд представляют собой классы, которые используют написанную утилиту запуска команд в командной строке Windows. В эти сервисы входят: сервис для работы с блокировкой и разблокировкой IP-адресов и сервис для блокировки и разблокировки сетевых интерфейсов.

К сервисам для другой бизнес-логики относятся следующие: сервис для планирования задач и сервис для проверки корректности расписания.

## Планируемые задачи

Для контроля запуска и завершения передачи данных используются задачи, которые запускаются в отдельных демон-потоках в определенное время. За запуск задач в назначенное время несет ответственность планировщик задач, реализованный на основе существующего стандартного планировщика задач из JDK (Java Development Kit). Каждая задача представляет собой некоторую часть кода, которая должна начать свое выполнение в назначенное время.

## Шифрование данных и ключ авторизации

Перед передачей данных с клиента-отправителя данные проходят стадию шифрования. В качестве алгоритма шифрования был выбран алгоритм AES и режим CBC. Режим CBC был выбран исходя из двух его главных достоинств: постоянная скорость обработки блоков и возможность распараллеливания шифрования. Это позволяет быстро и эффективно шифровать данные. Дешифрация же данных происходит в однопоточном режиме. Секретный ключ состоит из 256 битов (32 байта). Секретные ключи могут быть сгенерированы с помощью внутреннего механизма приложения (случайный ключ), либо могут быть загружены из файла уже с готовым ключом. Используемые файлы с секретными ключами имеют расширение pckey. Для успешных шифрования и дешифрования ключ должен совпадать на передающей и приемной сторонах. В противном случае информация может быть утеряна на приемной стороне. Данные на сервер приходят уже в зашифрованном виде, при этом сторона сервера ничего не знает о ключе и об алгоритме шифрования. Таким образом, если сервер получает данные с передающей стороны и по какой-либо причине не может передать полученные данные на получающую сторону, данные временно сохранятся на сервере в зашифрованном виде. В случае компрометации зашифрованные данные практически невозможно расшифровать (исходя из постепенного устаревания данных).

## Пользовательский интерфейс

Для удобства использования приложение оснащено удобным пользовательским интерфейсом, в котором можно настроить все необходимые входные данные, включая данные об используемой базе данных, используемые порты для установки на них слушателей http-сервера. Так же необходимо указать ключевое слово и в том, и в другом интерфейсе. Пользовательские интерфейсы различаются для клиентского и серверного программных обеспечений. Примеры графических интерфейсов для клиента и сервера изображены на рисунока 4, 5 и 6.

На клиенте пользователю необходимо настроить адреса (IP-адрес и порт) сервера и клиента-приемника, а также полное название файла с секретным ключом, который будет использоваться при шифровании конфиденциальных данных.

На стороне сервера необходимо настроить адреса клиентов, для которых могут быть отправлены расписания работы. В списке адресов должен быть хотя бы один адрес клиента.

## Развертка базы данных

В представляемом программном обеспечении используется база данных на основе Postgres. Для работы программного обеспечения экземпляр базы данных должен быть развернут в Docker-контейнере.

## Установщик приложения

Поскольку для использования программного обеспечения необходимы некоторые дополнительные инструменты, установить и настроить необходимые компоненты поможет установщик приложения, который запускается при старте работы программы. Если все необходимые инструменты установлены на рабочей станции, установщик проигнорирует все свои шаги и передаст управление стартеру приложения. Установщик имеет несколько этапов работы, что показано на рисунке 2. Первым шагом установщика является проверка наличия установленного программного обеспечения Docker Desktop. Если оно не установлено в системе, пользователю предлагается его установить и автоматически настроить. Если пользователь откажется от установки, приложение завершит свою работу. Иначе происходят следующие этапы: скачивание установщика с официального сайта через инструмент wget, поставляемый вместе с программным обеспечением. Затем запускается установщик в «тихом» режиме, то есть без использования графического пользовательского интерфейса.
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После всех перечисленных действий происходит запуск установленного приложения. Запуск производится с таймаутом, выставленным в 10 минут. В течение этого времени программа периодически (раз в 15 секунд) проверяет запущенные в фоновом режиме процессы и ищет среди них Docker Desktop. Если в течение 10 минут Docker Desktop не запустился, происходит аварийный выход из программы. После запуска Docker Desktop происходит проверка существования Docker-контейнера в контексте приложения. Если его нет в списке существующих контейнеров, производятся два дополнительных шага, включающие в себя скачивание последней версии образа базы данных Postgres и создание контейнера. Если контейнер создан, производится его запуск с таймаутом в 10 минут. Установщик проверяет каждые 10 секунд статус контейнера, и если контейнер не запустится в течение таймаута, произойдет аварийная остановка приложения. После старта Docker-контейнера происходит запуск основного приложения.

После запуска серверного и клиентских приложений и их преждевременной настройки, работа программного обеспечения начинается с отправки расписаний для клиентов на сервер. Никакого графического интерфейса для этого программное обеспечение не предоставляется. Для работы с программным обеспечением необходимо установить программное обеспечение Postman. После этого оператором генерируются несколько расписаний, предназначенных для определенных клиентов. Эти расписания должны быть представлены в JSON-формате и помещены в тело http-запроса. Пример тела для http-запроса представлен на рисунке 3.

Если для одного клиента предназначено несколько расписаний, то первое из них отправляется клиенту сразу, а остальные остаются на сервере путем сохранения в базу данных, которые будут запрошены в порядке очереди клиентом по окончанию актуальности действующего расписания.

Если расписания будут настроены неверно, например, время окончания временного промежутка будет раньше начала этого же промежутка времени, или если временные промежутки не установлены в хронологическом порядке, то все расписания, передаваемые одним http-запросом, будут отброшены с выводом сообщения об ошибке и способе ее устранения.

![](data:image/png;base64,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)

Рисунок 3. Пример тела http-запроса с расписаниями для двух клиентов

Идентификаторы, показанные на рисунке 3, совершенно не обязательны для указания. Если они не указаны явно, они будут созданы автоматически.

После получения клиентом корректного расписания, планировщиком задач создаются несколько демон-потоков, которые вызовут процедуры, соответствующие старту и концу передачи конфиденциальной информации согласно указанным на расписании промежуткам времени. Если между промежутками времени существуют интервалы, в эти интервалы информация передаваться не будет. Когда актуальность расписания пропадает (заканчивается последний временной интервал), запускается дополнительная бизнес-логика, которая перед концом передачи информации уничтожает неактуальное расписание и делает http-запрос к серверу, в ответ на который сервер попытается предоставить новое расписание клиенту. Если такое расписание нашлось на сервере, сервер отдает это расписание в ответном http-ответе, удаляя при этом его из своей базы данных. В противоположном случае клиент просто завершает свою работу.

Информация передается непрерывно в период доступного для передачи интервала времени. Если передаваемая конфиденциальная информация на клиенте была передана вся, то клиент переключится в режим ожидания новых данных. Ожидание длится в течение двух минут. В случае если новые данные были получены – передача данных продолжается, а счетчик времени сбросится. Если же информация в течение выделенного времени ожидания не появляется, клиент удаляет все существующие расписания и завершает свою работу.

7 НАЧАЛО РАБОТЫ С ПРОГРАММНЫМ ОБЕСПЕЧЕНИЕМ

**7.1 Описание графического пользовательского интерфейса**

**7.1.1 Клиентское приложение**

Пример графического интерфейса клиентского приложения представлен на рисунке 4.

Описание полей представлено в таблице 1.

Таблица 1. Описание полей графического интерфейса клиентского приложения

|  |  |  |
| --- | --- | --- |
| Название поля | Значение по умолчанию | Применение |
| Select instance | Client | Отображает текущий тип экземпляра используемого ПО |
| Input header key | private\_channel\_key | Ключевое слово, которое будет использоваться для первичной аутентификации входящих запросов. |
| Application port | 8081 | Порт, на котором будет открыт прослушиватель http-сервера. |
| PG instance name | private\_channel | Название экземпляра базы данных, которое будет использоваться при работе ПО. |
| PG username | postgres | Имя пользователя, которое будет использовано при авторизации в экземпляре базы данных. |
| PG password | postgres | Пароль пользователя, который будет использован при авторизации в экземпляре базы данных. |
| PG instance port | 7431 | Порт, на котором будет запущен экземпляр базы данных |
| Main database | private\_channel | Название используемой базы данных. |
| Using network interface | Первый элемент в списке выводимых сетевых интерфейсов при использовании команды ipconfig в командной строке | Сетевой интерфейс, который будет использован при передаче/приеме данных. |
| Server ip | 127.0.0.1:8080  А точно только 127.0.0.1 Обычно этот адрес зарезервирован для использования «сам на себя» | Полный IP адрес сервера |
| Receiver ip | 127.0.0.1:8081 | Полный IP адрес клиента-приемника |
| Secret key file path |  | Путь до файла с ключом. Может быть оставлен пустым, тогда приложение создаст ключ автоматически и поместит его в файл secret\_key.pckey рядом с JAR архивом ПО. |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAq4AAAGuCAIAAADedRPMAAAAAXNSR0IArs4c6QAAXkRJREFUeF7tvQ9wW8l959ny+E9crlqbs6k49gmEQcIO6y5VW7Y18SEyhqJHL45D/0koyya9shQDE8m4XV6FrhnuhdoFI26kZDGucPd4OVpyAJ9oXQjPREwcmxnvPtoUjdBIPPRmt+5qj+uAxJBQLnd78ShxvLHnj8T7dff7h4cH4AEEwPeAbxdLIvt1//rXn354/etf//rh2MHBAUMCARAAARAAARDoVQKvoo6PjIz0avfRbxAAARAAARDoXQLSAOCmABIIgAAIgAAIgEDPEoAp0LNDj46DAAiAAAiAACcAUwD3AQiAAAiAAAj0NAGYAj09/Og8CIAACIAACByjEwQUNbC+vu7I4j/v/5fvlv7L9/72v9Yl9Q/f+IZ3BH7ip/p/om5JFAABEAABEAABEPACAWkA1DEF/vCb//Edb/kHb/tv3vyqV9n9B/fv33/ooYdkTx48ePD8X/6/3/2r7//io//IC32DDiAAAiAAAiAAAnUJSFOgzgbBX/1/937yH77xda973Wst6TWveQ3ZAa/85X8gU0BmUwEqRoXrtooCIAACIAACIAACniJQxxR46eWXaQeBEq37ZSIj4Ic//OGL+c+9svrEyy+/LDNlGSrsqb5BGRAAARAAARDoegI3btz467/+68puUiZdctP9OqbAiy+9THO/YQfQL3//93//w83/9cG3bzz0qWf/vrD50ksvGSYCFa7WZPHrN258vehGoYoyVPX3/5zcDff+/PflL42mpis22pC1/JE0ehiFURcEQAAEQMCfBMbGxv7wy1+2WQP0J2XSJTd9qmsK8JmerAGZaOL/0XduHXzr37wS23hxc+HgK//UuEq/vPjSS85N3vvz79wbHLz3nWYmckNi3zs/evGj7+xz0ykqoxsQ9GtjFV3KN4pZGupco40qifIgAAIgAAJdS+DHf/zHf/EjH7FaA9IOoEy65Kbb0hSoahC8+OKLhh0gfzn29dnXfeY/vWrhp49969+89p9+23qVCjs2ee/5HTb4rncNsp3nm1jUu+kFyoAACIAACIBA7xKwWgON2gFETZ4g+PD6+h85Inzyt784+dHhN77xjfLqK6+8cj/z/h99fOV1/8t/9+p/9jzlUNwABQ/+2I/92N/93d8t/P7GU5/5ZIUc8pV/nT320Xcy7X+xsKfF9HceVgZ31OdeYOzhR86K9X71TH5dXJUF+W7BM7wmY4PKxcdCvKa6I1rmfzPjL/1PvaJZT6uoNfpI33PP8fq6JkYn7A2VtzywqzfLBgcHd3akCuWNCrUr5euCH36Eru2IflW01bt3NXoOAiAAAiDQMAFpBFA19/4A6wmC11Zr8EcvaV4BWvF/73vf+9u//dv/+tFnHrr52I9OPvH973+f7ICF29/84tf+9Ac/+AGFEFJhBznCJ/A2mr/73lbuF3jhue+wxy5evHj2Efbc1/W9A8dMm1Q+Ze4MnqWqlMgOoBTigiiRcUHbEPSXMsindf2yJqD49Wee61NEwbOP3FONyIMXnnthQNZ+4bl/XxbRUPz3egXZEEnQW1bYd/78TZaGHqvSKNWqlG9q8hjTDQh7Ww3fBKgAAiAAAiAAAk0QqBMr8KMXXzSiAf55+tlf/9/+XSq7/s9enPq1b/84/fK1P/u/fvVjI/+h8H//3tp3yGFAhSs1MCwBaQtYptqHH3lMrPD73vnuwRde+BtZ1TGzXCpJfGHw3baoAR6XSElzDTiDuPc399jggDAd7I2+SxoUA4OMFzLTmx5+eMc0GcTFF557RmvKULoe94cfscknOXoe772sb2urnlBcBwEQAAEQAAGDgLEvYIsbcINImgJVwv0Ye/HFl4xogFTiI59Q3v3h9/70P37/iY8/9q6ff89/G/1Hg+QbeO2rHzrGGBWjwhVN0lL3BX3yvMF9+ju7FQcJymdfTYRjZpUekZtAZWK1f/aRh9302nUZHnIoNhzMAxC0A6En6ZFoVXJoq1WiIQcEQAAEQKCbCVjjAyqjCOv2XJoCP6hWzggbPHbsGE329PLBpWe//cVnv51d+86z+f/zx17z0LX//RtDwTd//H3vpJgDh7DB4u6O8NPriaZqwxZ4QYsiFKt8bbHOHDPLtSPnwsN8G8DM/ZsXXnj44TfR31xU9S73vanPsEToUMOO0WgdSjRHk97cNhESDncQQrRFcvStCK6IpX2zrbpDhwIgAAIgAAIgwFhlnGCj1oA0BQ6qmgIvvUTvFqTAQAoFoC2Az5x99Mov/9yv//LP0b/0O839l889dv7n30NvG6RUeZiQWwIiTkBPYhrX/AIP970gvPp8/95YXztm2rSj6VLp09z04m0FoXdRuAF323/9hT7NK0C+fuGMKHuZQegxHiIg3Pt8y9/Fol7bd+A6ii0JLkE2xZNo29KQY6OOaEOP8ZBJIYMCDmURe1u4wUEABEAABECgPoGVlZXKOEFpDdCl+vX1EwRVv47oA5f+xeKvxV//+tfn/o9i4S+/91ff+36l0H/+ydP0DQV0giDxm+lnr/9LN61qcfvacQCjhvWMgDsxXVCKB0G+8G4t/LEL+oMugAAIgAAI+IaAq+8geNM/eMNz//E/UZ/e+9Nv++X3v/vXPjFS+SNfR0jFqLBveu8ZRXkwhdzdQAIBEAABEACBoyBQ55sJv/yNb331zp/95+Ldurr9VOj4B0+95yPv+9m6JUUBRwdA73gFLO83MF5w4A4cSoEACIAACIBAqwi4+pLiVjUGOSAAAiAAAiAAAl4j4GqDwGtKQx8QAAEQAAEQAIHWEqjziqHWNgZpIAACIAACIAACXiPATYFXv/rVXlML+oAACIAACIAACLSbgDQA4BVoN2fIBwEQAAEQAAFPE4Ap4OnhgXIgAAIgAAIg0G4CMAXaTRjyQQAEQAAEQMDTBGAKeHp4oBwIgAAIgAAItJsAf8WQoihPP/10u1uCfBAAAe8T+OzvPuN9JaEhCIBAqwj82b99em1tDaZAq3hCDgh0AwEyBR5VPtgNPUEfQKBnCHxT/eqnP3Wuie5+7gu3YAo0wQ1VQKDLCUhT4GeCr+/yfqJ7INAtBL6990MyBSZ/5ZNNdGjh81+UpgBiBZqghyogAAIgAAIg4CECr3noVU38GB2AKeChsYQqIAACIAACINAEgVc/9KomfmAKNIEaVUAABEAABEDAiwSacAlQFZgCXhxL6AQCIAACIAACTRB4zauPNfEDU6AJ1KgCAiAAAiAAAl4kAK+AF0cFOoFAVxAo5VMJeu8IT4lENl/incqn6K9U3vJLI10t5bOpLFVGAgEQaCWBl+8/aOKnilfA8rnnH/VqyXgWNNIRh0dAq+Q0ogbKggAIuCNQyiZiyeLwXEZV1czcMEsnr2WFMaClyDRdmI64E6aVyi8n0+p+Q1VQGARAoD6Bl185aOLH0RTIp5Iqi9PnPhMPF9RkLWOgvl72Ek6PADxKGueIGiDQIQL55XSBKefHIwFqMBAZX1TVxXH+u56spnwpq7kPEinNXCBDglwJqZTIl7mURY8YxtSkkigzKjrUIzQDAt1LoAmXAFVxMgVKe0XGChubJRbgn3rD3K/8kFtpOl41Mms/AoxHicNTg7dhiiE53Ethf5SUFZDPliqiLLKMZ5WlASOvKUdF995d6FnvEhDPg3D/cRcEuPsgXRzmq4i5kJqOmauIQrF/YlEsLdLLef5gmVNInjJnMypctIEiIAACtQi8cv+B8fPYo5EaP9aSTqaAzCukYzTtGm7A6h9ybd51eATkU7G0GuJuRf3B4OoRUP7U4PP0tbTKnxqqOqdIL0W5HF5APH9kAf6s0ZJdFG1v2lUSRkOV5xfuOBAAgbv7BcZCQasboAqU0uZGgYWHT1LRQCRKc72a0z+KIjcQDAEnCIBAewlYvQJfXctVa4wuWUs6mQKB8Zl4WFgDapLMAbHIrvEhr3o1nyMfoBLlbsVAI1sAjk+NgrpElsnxCadNSe68mAlukmdSuh2Le7oFYxflpJJz1xpRuL0DC+kgcKQEjvfT08D8TNXThdYQIrrQ9lGsVw3XQQAEWkLAFijwB1/7ZqVYyrQVczIFaOYeX8zMxRVuD9Ai2wgRqv0ht18VfsVWpMD4eW6aFLhlEtN2Gsrk8r2AWHJjv//8jHA7Vk3VVcLzqxUjBRndSECs5Qv7d132LcyjjPRUHlPgUgKKgQAINE+gMlbg6dU7VnH0Z2UZZ1OAcik6aJrsAW4OGE+B2h9y+9UWegNFpFJGWidlGwBCfbmsj89My7imGs7M6irh+dX8nYeaXU4gMkGmuLokjxDSASAe/ucYSxw4OUwfUB5lpMfqICawy+8NdM97BO4/OKj8Wf7KutSUfnEs4GAKiHg7+qjT5zlwvJ8K8Iih2h9y56v6buFhHwwigi+R5dbJxHC1Vb+wV0piA6CGM9NJJWflETbovVscGh0RAe4ljIc2ktzzT+43Fp/LOB8dlDE8YocglqbwnhpOAWlfJKsYFUfUUTQLAv4n4DjTU+atL3+DfqpdLTMFXnnlFe4PGCc3e5ic8frneYYfHKr9IXe+GpnOxJWiKUg8GBp/BJAY8/lSVOLyMWTKkbEN/KkSW2JlbozKUXVSqYHnl/9vE/QABJohECAnoeb1X1zU3G9GPI01sCZiltPMBXEOSRoF1oLyeFLD7yNoRnnUAYEeInD/wYMmfgjQ/fv36d9jBwcHIyMjKysrPcQMXQUBEKhC4LO/+8yjygd/Jvh6EAIBEPAFgW/v/fCb6lc//rGzTWj7paef+dYfL6+vr+NLipughyogAAIgAAIg4CEC1bYAaucbHYAp4KGxhCogAAIgAAIg0ASBV+4fNPEDU6AJ1KgCAiAAAiAAAl4kAK+AF0cFOoEACIAACIBAxwjAFOgYajQEAiAAAiAAAl4k0MTxAapi9AQnCLw4qNAJBI6KgDxBcFSto10QAIEmCNAJgtMf+HATFdee/SN5ggCmQBP0UAUEupYAmQJd2zd0DARAoIIATAHcFCAAAiAAAiDQ0wTGxsbwXoGevgPQeRAAARAAARAgAnivAG4DEAABEAABEOhpAjAFenr40XkQAAEQAAEQgCmAewAEQAAEQAAEepoAThD09PCj8yBgI4ATBLglQKB3CDzx+FkZNghToHcGHT0FgfoEyBS4+uTF+uVQAgRAwOcE7t2719fXR19NjBMEPh9JqA8CIAACIAACTRGwugARK9AUQlQCARAAARAAgW4hAFOgW0YS/QABEAABEACBpgjAFGgKGyqBAAiAAAiAQLcQgCnQLSOJfoAACIAACIBAUwRgCjSFDZVAAARAAARAoFsIwBTolpFEP0AABEAABECgKQK6KZBPKYqSyjclo7xSKZ9NZcsFlbIJRUlkS4eX3qSarVPg8F2ABBDoBgJ7N8+dmM257ElDhavJbIkQNwrXaYgun7u550YQyoCAbwi03CuQX06m1X3f9B+KggAINEMgeOHW1pVoMzVRBwRAwHMEKkwBuYBOpVL0H/0vl/JiMU6ZPM9Y38tMUUAu1hmjykmV/laTDk6AjWVRXZdJxUpZXaLWjjXPWlIoxTPKViEO1aVOCVE6lXdyQ1i0rlTA6j3gBXnvmnREeG6koRAINEIgN3ti9iat/HnSF8F8PTw7y/Nmc3LpXLZC1v/gl7Qk/Aa52TML22x1SvMikGSZ6joVjJLmKnytsrK9OcaEIjdtJR0zORH3+tj4iYY11exCOD75tIIToZHbDmWPioCzV6BQ7J9YzMTDBTW9bPj6KXNGVXluOua4lZBngfHFOYW6osypi+OB8j4VGFW3yKRpN5YuDmdI5FxI1USWstdknqrOKXrrPLMQjmfUxSjjhoZIjtXlpULoPBcwHbFpoJsqypxQzkFC4ORwmBX273LrJkdNhYIVIo5qoNAuCHSawOqCqtze2tqaH1w4o0/b26vsEmXp/oDgKYWpd6S3fO+OypRTQZr4ZbWtrduTO1NUMXrl9uQQG50XtXKzUzuT/LJ2sWqnaAqdYvNCDilwWbrkV3cGhOj50dXrMqeyOSFxe0G1l3TOdK2PXVGt4VsXgk6dip4e3dkVCu7vciqdHju0BwKNEXA2BcLDJwMsEAyVyRKZTMyWrLjX8Ma/TWZpc6PANJGRKNkPao6MDrIl1JngJnkLpHuBt2MpKQqK5FxdXlOiEScIZMHEyKRQ5qbFZUcJondck9JeURMUmRZmRWNYURoEuoDA6CU+z7FobHJIm9cYGz1dtitg2gKaJUAT/5aYHikFBwYrJtC11SE5MwYvXBpdXasabUDitvW2TJGaRqx/YGh7V+xDVmuusiQVrszMudWnvCPq5RPXB27r/XQSEj09KGyk3NoOLIEu+Cx0fRcaiBXQlsjCQpAr50Mnmp3FloM57dNOQCy5sd9/fka4F+zpeD/ZIUaqqO5CoYIwOfRUIUG3Be7uF6qZFC4aQREQ6AICQwP9shc0pWsTb2WvdFtAtwRECd1dPrXqgGF74YzcIKCrhoXhhMtovx7Lms3Vq0wOBJf6mJK2mTIpZ3o9VQrpH+D+ElgCdfmjgCcINGAKaJ4AsV4O9x9vhfrc628k8trLlXp8Znpcc+7bPfR8hjaTvXodlag4ty/UJfMsQ6UEaQssLRVb1cdWcIIMEDhKAnu7O9WnZWkL5OTugGYGrJ3WNgiGHNSmnQIj6etqx95VNT+spbkZULO5uuBc62NKIsfGhZiiarsWPL9SCOeym4FPoC5/FPAEgQZMgcLGJu0KmH51c4Uu9tUbTHJbXojku/aWw4bC41CSMrn5YSlpNlS9elU9+G5EZJqMgYIIgKgmQXo9CgW5eaGHRLbimGWDhFAcBI6WwPZCRvjvc5mFWtvdfM5bmNKLkNlQtolgW/fTHrq5y2/EIzr0k6QO6fsHNU731WmuLkDX+lRICl64qhsDzkKoBzur2B2oOwQo4AkCDZgC4dA+nQGIpZkSn+Fhd4Hx8woPIVQSOWY68yMTcVpVJ+u/pECGGIodAi5ThPIFxme02rElptBegDALRK69IafqbohK/bhjoJoEGZCgWwJuZKIMCHQjgaFRdl048ncmr2q7/47d5LM20yIAKATgKgULyh2Ay7uDcktfzOvyBEH0Co9CdCGWTivOMymIxyFWObjo2Fwjg+Fan0qhwhgQAZXOQnivBwcQMdjIcKDsURE4dnBwMDIysrKyUksDOlCXVMmZXnEs4KjUbmu7ord0CAKxgm3FDOGeJEBfYX71yYtiu98SGOdJVb2uFDkzMgO38PIFr49T7+p3+akb9GEnA2B9fb0Br0AvABNbFWT16McMeqHP6CMIHCEBy1sB9JcRWN5k4FvFeLfImRHDS5iOcAjRdAME3HkFGhCIoiAAAj4moHsFfNwFqA4CIOCGALwCbiihDAiAAAiAAAj0BAFsEPTEMKOTIAACIAACIFCNAEwB3BsgAAIgAAIg0NMEECvQ08OPzoOAjQDFCjzx+Fn6F2RAAAS6noBxggCmQNePNToIAo0R6Ovra6wCSoMACPiWgDxMCFPAtwMIxUEABEAABEDgcATGxsbwXoHDIURtEAABEAABEPA/AYQN+n8M0QMQAAEQAAEQOAQBmAKHgIeqIAACIAACIOB/AjAF/D+G6AEIgAAIgAAIHIIAwgYPAQ9VQaDrCOAYYdcNKToEAlUJ0MlhGTYIUwB3CQiAgEkA30GAuwEEeoTAvXv36OQwvpmwR4Yb3QQBEAABEAABOwGrCxCxArg/QAAEQAAEQKCnCcAU6OnhR+dBAARAAARAAKYA7gEQAAEQAAEQ6GkCMAV6evjReRAAARAAARCAKYB7AARAAARAAAR6moA0BWAQ9PRNgM6DAAiAAAj0MgFpBLxBQ1DKJhRFSWRLTSDJp6hqKs+Y8UsjQkr5bCpLlZus3khTzmVNBQ4vCxJAoAsI7N08d0Km2ZzZndyszDt3c8/IdC4pLvNL1updwAVdAIEuJCBNgdfKnpU2Nwr0X2FjsxlbQKcTmVZVdTrSEKz8cjKt7osqzVRvqC3HwhYFDi8MEkDA9wRys2dU5fYWpduTO1PaxE8T+xSbF5mKekab4h1Liv6T2XBmYdv3KNABEOh+AtatAWEJ0NKeFdLLYoFOSSzxE6kU9xYY/gLHTIOV1StQymo1SYbuazDztEzyRSRVqq4mySFR5lQwihq1hd+C9BFiTZm1tOU2jq6GWUP2ISH6NZuKmwocxgrq/vsFPewRAnu7O0PKqSDvbfDCpdHtXWGo7+9uj56OisxTytDqGvcWOJfkZsCJqZ3J+cmhHiGGboKAnwlIU+Al/o+wBML9E1GFZuWcbgvwK4Vi/4yqZuLhQjrGtwBEcswsR5FPxdJqaC5DdedCqqxbyl5LF4cpS1XnlILKjY7A+OIctcmUOXVx3CLBUn24mI6Z+xbU9MQiV0dUt6cKxarKYYXQea7Ilem0qUDAz8MJ3UGgNQSCA4Pb6h2xB7B38/rq0EC/NuuLXyhRAbazSwUcSzIWvUK+g1sXtNKtUQpSQAAE2kRAmgI/MCyB4ZOBSIUtEKZcxgInh8OMFfe0ZbNjZpmW+Ryt9ZVohNc13P4076szwU1apktXgCHP3sFSdkll4fiEqM6bNvctRNOBYMiZiU2xGnK4cm3iCrEg4G8CNJVf2j3DowL4RsGtC9xBQE4Bh045lfR336E9CPQcAWkKHOg+ATHnV9gCoaBYKovJt7B/V0JyzLTyK+0VHXByD38subHff35GrMTdpfKma9eppVgjctxphlIg0I0EeLjf9QERKyBMAhEX0D/g4O13LNmNSNAnEOhiAnqsgIwYpA0AvncuN87NPQJt5S7m9nD/cYnDMdNKynHZLnch4jPT43y1b1oUdRCXN127cC3FGpHTxaOOroFAHQLkANBjBVj09Ki5FyCDBkSIABscIF+BY0nwBQEQ8BUBzRSQlgBt1stE+/BWW0C65uUsLvwGPDlmlvVd9y7wHQUZ7qdFDgrPQknsH1TfIJCbAhQMUNl0bcI2xZqW46txhLIg0FIC5ADQYwVYbm1VzvrcLbB6XZwi3LujahGEziVbqgyEgQAItJmAZgpIS8DYOZdhAYZfIBzaXya3fpop8ZlxPazOMbNc28h0Jq4Uk9zTwCvPLY4HAuMzZGbQWQEltsQUakRuOEQmtNyUKYGiCvTqsY1QPEO1XcGwK+ZKjqlAZRyiq1ZRCAS6iUDwwq35wQURK8APAty+Is8NGLk8gMCeZy3ZTSzQFxDofgLHDg4ORkZGVlZWnPtKZ+6Satg2DztmeoGVZxXzAhzoAAIuCNBXmF998qKLgigCAiDgbwKXn7pBH3YyANbX1/HKYX+PJbQHARAAARAAgUMSqGcKiEOAdte8Y+YhFWlJdc8q1pLeQQgIgAAIgAAItIFAPVOgDU1CJAiAAAiAAAiAgHcIwBTwzlhAExAAARAAARA4AgIwBY4AOpoEARAAARAAAe8QqHeCwDuaQhMQAIH2E6ATBE88fpb+bX9TaAEEQOCICRgnCGAKHPFIoHkQ8BqBvr4+r6kEfUAABNpEQB4mhCnQJrwQCwIgAAIgAAJeJzA2Nob3Cnh9kKAfCIAACIAACLSbAMIG200Y8kEABEAABEDA0wRgCnh6eKAcCIAACIAACLSbAEyBdhOGfBAAARAAARDwNAGEDXp6eKAcCHSYAI4Rdhg4mgOBIyRAJ4dl2CBMgSMcBTQNAp4jgG8m9NyQQCEQaA+Be/fu0clhfDNhe+hCKgiAAAiAAAh4noDVBYhYAc8PFxQEARAAARAAgXYSgCnQTrqQDQIgAAIgAAKeJwBTwPNDBAVBAARAAARAoJ0EYAq0ky5kgwAIgAAIgIDnCcAU8PwQQUEQAAEQAAEQaCcBmALtpAvZIAACIAACIOB5AoYpkE8p1pRIZUu68qVsKqFdSySyeSNfXBf1UvnGOlrKZ1PZBus01gJKgwAItJPA3s1zJ2ZzLltoqHA1mS0R4kbhjjXkRhmUAYGOECj3CihzKk+ZOaWgpq8JY6CUTcTSxeGMzA8V0kmZr6fINF2YjjSkbH45mVb3G6qCwiAAAl4iELxwa+tK1EsaQRcQAIGmCThuEAQiE/EwK2xsllh+OV0Ix2fGA7yFgJj3F+UfWjK8AmQzKEoilRIeBNOpYHUpCOcBlUuq9L+aVBLcqCgrIK2MKqIsRS1OC6O+1ZEhlXOjkmxR9EJXnmtPbgvhCanZUFMekaaHChVBoIMEcrMnZm/Syp+nczf3RMu0XD43O8vzZnNy6cxztIvyMv+DX9KS8BvkZs8sbLPVKc2LQJJlqutUMEqabaxVVrY3pyly01ZSaGfP5L1yr08H8aMpEOgsgTqxAvkczdqhoHXur6lfodg/sZiJh8mpsCzn/WtplQlnA/c0JMkYCIwvzil0iTLJqOAFNJ+DcEWIWiLZRdF0HUuroTnyT5B3Qk3HuGFh+izMPJuCTirVaFGV2if3ozNSZ70junOkakOdHTi0BgLtJrC6oCq3t7a25gcXzujT9vYqu0RZuj8geEph6h3NULhDH/VTQZr4ZbWtrduTO1NUMXrl9uQQG50XtXKzUzuT/LJ2sWonaOqeYvNCDilwWRocqzsDQvT86Op1mVPZnJC4vaDaSzpnutan3bQhHwSOkoCjKVDivgAWHj5ZsfwXIQM1IgNEnUAwVNalgrqUSOWPTzjtJJBhoM4EN2kNLn0FxT1998EuSlglSjRCOknvBO1KlDY3dD0DkSgZGGquIgLBLqdOi5r2sqHj/WGpknNDzWyOHOVgo20QaIjA6KULQaoQjU0O7ezK+Z6Nni7bFTBtgT1pCdDEv3VLVGMsODBoby+3tjrES9HFC5dGV9eqRhuQuG29LVOkphHrHxja3hV7jNWaqyzJlZcdslR3rU9D4FAYBPxGoNwUIKc9T7GkGlbmtF0BvUdi3hPr+QZSYPw8bTWwAjkEYjGrt12XwX34seTGfv/5mdqyS3vFKu0W0jGhtc2UqKal6xYrBDTYUAOYUBQEPEhgaKBfakVTujbxVmqp2wK6JSBK6D73qVWHbm0vnJEbBHTVsDCcum+0X49NzebqVSYHgkt96kpCARDwLQHHsEEeEDDNV8Ws2lLbfX8jtOxXM5m5uELRB9YNACFCrrbjM9PjorkamxF2V4OpQTguYhplKg9kcFDTfYsVlRtryD0ilAQBbxPY292pPi1LWyCn+QSkGbB2WtsgGHLoGO0UGEn3Hzj2v6r5YS1dt7m6aF3rU1cSCoCAbwnUe6+ACCBUl8QRQjoCuMSd+A0kGY6XJZf++MRwNY9CYf8uF843ACwbBPZWdKtEO9bAxZYCJ4e18EY9RrDsdENVRd21aKnu3BDCBhu4FVDUdwS2FzLCf5/LLAjXf5XEbYGFKb0ImQ1lmwi2dX/0tGWX34hHdJBMUof0/YMap/vqNFeXuWt96kpCARDwM4F6pgCP8svEQxtJcsLHknSagHYOJtwfHYxM08FEJjz4dCRRiWfEsUNpX9BmRCowPqP9Glti5DdgYpJ2TiQrrhS5IiSLog65A0DGIGrytbzaw9FIi1ZboOGG/HxXQHcQIAJDo+y6cOTvTF7Vdv8dufBZm2kRABQCcJWCBeUOwOXdQbmlL+Z1eYIgeoVHIboQS6cV55kUxOMQqxxcdGyukdFzrU8jQlEWBPxG4NjBwcHIyMjKyorfNIe+IAACrSdAX2F+9cmLws9/feB2TQd+6xuHRBAAgc4RuPzUDfqwkwGwvr5e1yvQObXQEgiAQM8RsLwVQH8ZgeVNBj2HAx0GgaMhAFPgaLijVRDwNgHLIb22KsrfWliZ4I1oK3QIBwE7AZgCuCdAAARAAARAoKcJwBTo6eFH50EABEAABEAApgDuARAAARAAARDoaQI4QdDTw4/Og4CNAJ0geOLxs/QvyIAACHQ9AeMEAUyBrh9rdBAEGiPQ19fXWAWUBgEQ8C0BeZgQpoBvBxCKgwAIgAAIgMDhCIyNjeG9AodDiNogAAIgAAIg4H8CCBv0/xiiByAAAiAAAiBwCAIwBQ4BD1VBAARAAARAwP8EYAr4fwzRAxAAARAAARA4BAGEDR4CHqqCQNcRwDHCrhtSdAgEqhKgk8MybBCmAO4SEAABk4D+zYRgAgIg0OUE7t27RyeH8c2EXT7M6B4IgAAIgAAIVCNgdQEiVgD3CQiAAAiAAAj0NAGYAj09/Og8CIAACIAACMAUwD0AAiAAAiAAAj1NAKZATw8/Og8CIAACIAACMAVwD4AACIAACIBATxOAKdDTw4/OgwAIgAAIgIBhCuRTijUlUtmSTqeUTSW0a4lENm/kgx4IgAAIOBHYu3nuxGwObEAABHxCoNwroMypPGXmlIKaviaMgVI2EUsXhzMyP1RIJ2U+EgiAAAiAAAiAQDcQcNwgCEQm4mFW2NgssfxyuhCOz4wHeGcDkWkyCBblH1oS3oSEsA7Er6m8uGD1JGhZ1lzT6SDrJ4TbIZV/Lku/JFIp4YYwC5VJk5aIrKeV5EXzmu/C4s8wqhl5VhW7YfjQBxBoE4Hc7InZm7S25+nczT2jFcqXybLoN/K0zNzsmYVttjpl/ClrnJudPSdEkc+A/24IcSOzTd2EWBAAAU6gTqxAPqcyFgpa53433ErZa2mVCR8DdzAkhTFg+hfIu6CmY6aFwAqh89zrMB35SS69UOyfWMzEw+SZWJYVr+l+CeGuEJkiiZKqLJrcj87I5vRaujujojk3XUAZEOh1AqsLqnJ7a2trfnDhjDbx52andiZ53tY8m9IsBMpj8zxr6/bkzhQvGL1ye3KIjc5vXYkyZla5xFa3dabbq+wS1SgroFenMpUye30w0H8QaCsBR1OgxH0BLDx8smL5L0IGLHN4Ld0K6lIilT8+IeZ4mtA3N3SZgUhUYUzNGVO6EqUCRhINB4IhPSMwvqjOBDdp1Z9IkmXCinv6DoVUURYlGfT78f6wLODcnHBrcG2QQAAE6hEYvXQhSGWiscmhnV3uGMitrWp5LHp6dFu9o3kL5FUWvHBLTO7WZK1CcoxLo6e1glRgSDnF2wleuDS6uqZHGNSQWU9vXAcBEGiQQLkpoCbFXB9LqmFlTtsV0AWKWXSOpnAXKTB+nnYYWIEcArGYxdHPCumYaME2pdcWSe4EUmljv//8jMv2dXlNNeeifygCAj1AYGigX/YyODC4vbtPjv3dHbPb/QPavE4+AEU9o+0BWLYSRFGqYoipimx7Qas+tcqkBVBTZg+gRxdBoMMEHMMGeUDANF9jM/vy3bV2EVrJq5nMXFyhoAPTpx+Oi/hDmcqDDqqKluv7+Mz0uFCpkQ2LZppz3UUUBIEeIaDP52QSmD3e3zW8/dwbIBJtJVwuNwZ0K6ImKdpKMNIt4YiQHoYqMnuEOroJAh0kUO+9AiKAUF0SRwhL+ewSd9CXJeGRF0nEFWi/ylhCijMcnxjWHAmBk8NaKKIIG9BjDV32tbB/lysgmjA3CGpUdm4OYYMueaMYCLDthYzw1ucyC0y68GlXYPW6nOsNvz7F/FnDCu3crFUyFExYkawFdFF1ZGJsQAAEWkygninAaKM+Ew9tJMmxH0vSaQLaOZiw7rXTXoAS5o74RI4ZuweRaTqPyMRmAJ1EVOIZvj1PksxMiil06RSgejPcHKG9i9gSIycDE2ZB3dRsc3UFowAI9AaBoVF2nfv9KVLwqrZWj17hMYQik83LBbyZZckMnlKGtBME5vW1AUusgInQIlNvyFFmb0BHL0HgSAgcOzg4GBkZWVlZOZLm0SgIgICnCNBXmF998iKP4T9xfeC27q5viYp0hvDM7qWKwMKWyIYQEACBRglcfuoGfdjJAFhfX6/rFWhUOMqDAAiAgEGAv3dQS2fobKL9gAFIgQAIeIEATAEvjAJ0AAGvEYhe2WqJS8AI/6MYwJYI9Boo6AMC3UAApkA3jCL6AAIgAAIgAAJNE4Ap0DQ6VAQBEAABEACBbiAAU6AbRhF9AAEQAAEQAIGmCeAEQdPoUBEEupAAnSB44vGz9G8X9g1dAgEQKCdgnCCAKYBbAwRAoIxAX18fiIAACPQIAXmYEKZAjww3ugkCIAACIAACdgJjY2N4rwBuCxAAARAAARDodQIIG+z1OwD9BwEQAAEQ6HECMAV6/AZA90EABEAABHqdAEyBXr8D0H8QAAEQAIEeJ4CwwR6/AdB9ECgjgGOEuCFAoHcI0MlhGTYIU6B3Bh09BYH6BPRvJqxfEiVAAAR8TeDevXt0chjfTOjrQYTyIAACIAACINA8AasLUMYKIGKgeZqoCQIgAAIgAAK+JiCNgDf4ug9QHgRAAARAAARAoGkC0hR4bdP1UREEQAAEQAAEQMDXBLA14Ovhg/IgAAIgAAIgcFgC0hR46bBiUB8EQAAEQAAEQMCfBKQp8AN/Kg+tQQAEQAAEQAAEDktAmgIHjOVTijUlUtmSLruUTSW0a4lENm/kH7btztQXHUvlO9MYWgEBECACezfPnZjNAQUIgIBPCJTHCihzKk+ZOaWgpq8JY6CUTcTSxeGMzA8V0kmZjwQCIAACIAACINANBBzDBgORiXiYFTY2Syy/nC6E4zPjAd7ZQGSaDIJF+YeWxKI7kdL8BgndTLB6EgwHQ1mmvk6vzLSs48kQ4eKlVNkU/92oYzov5MWEcF+kyHMha5Jm5tIE/oFuuGPRh84QyM2emL1Ja3uezt3cMxqlfJksi34jT8vMzZ5Z2GarU8afssa52dlzQhT5DPjvhhA3MjvTa7QCAj1KoM4JgnxOZSwUtM79TqAKxf4ZchrEw4V0jPviS9lruidBOBiW+bzPM1UmHA88Mymc9k6ZkajCWHGPT/mbGwUqJIwSVtorMhYePhnIp2JpNTRHjorMcDEdM8wPKhg6z70X0xFGbZEJk1EXo4x6gAQCINAwgdUFVbm9tbU1P7hwRpv4c7NTO5M8b2ueTWkWAuWxeZ61dXtyZ4oXjF65PTnERue3rkQZM6tcYqvbuhLbq+wS1SgroFenMpUyG9YeFUAABNwTcDQFStwXIGZd+/JfhAxUbrzLooGTw2E5hwfGF9WZ4CbFGCSSfCYW87pIBXUpkcofn5ATdpXM4/2aT+LuPrcEqNb+XWkWUEMsu6SycHwiorcoDQWRlKiUqZelIsKukEn4NMxW3UNCSRDoSQKjly4EqePR2OTQzi53DOTWVrU8Fj09uq3e0bwF8ioLXrglJndrslYhOcal0dNaQSowpJzi7QQvXBpdXdPdeDVk9uRgoNMg0E4C5aaAmhRzfSyphpU5bVegbCKdM+bVMqU0v0EgGNKmbfLOx5Ib+/3nZ8wagfHztO3ACuQQiMXIcy+8/s6Z3Kag6V/4JJQ41VJzWc0SKHdQGC1WZ8TtCiQQAIGGCQwN9Ms6wYHB7d19cuzv7phC+ge0eZ18AIp6RtsDsGwliKJUxRBTVYHtBa361CqTFkBNmQ13BBVAAATqEHAMG+QBAdN81S3X1GquXvy9tuqXLvz+43JRHp+ZHhdCjC2GCDkL1ExmLq7QTK9tGzCnTOFfUJPco6BEx8Uf6Uo/BQnWW6zRS92zgFsBBECgOQL6fE4mgSlgf9fw9nNvgEi0lXC53BjQrYiaDdNWgpFuCUeE9DBUkdlcJ1ALBECgOoF6bxsUAYTqkjhCWMpz37xT0jbzyxbu3KlPVfjCXm4QaFF/FHw4PjGsexccM/W9BqrJXf5i6U/Jsg1RoPADPZbAtpHBSwpTQiolFRAJYYP4JIBAAwS2FzLCW5/LLDDpwqddgdXrcq43/PoU82cNK7TLt1bJUDBhRbIW0EXVkdlAH1AUBEDADYF6pgDf9s/EQxvJGN83oFA82jmYMDb59RbCof1l2hJIkzefbysExme4AUG7DbElRh4AsddPW/V0SJGlSRCVLCrxDN+2d8zkk7mc/snFQP9q+/36NgTXSCkKjTZC8Uz5iQapktCAYhiVRI4572m4gYMyINDLBIZG2XXu96dIwavaWj16hccQikw2LxfwZpYlM3hKGdJOEJjX1wYssQImWItMvSFHmb08FOg7CLSZwLGDg4ORkZGVlZUmG6KlNkUWOE/ITYpENRAAgaMiQF9hfvXJizyG/8T1gdu6u74l2tAZwjO7lyoCC1siG0JAAAQaJXD5qRv0YScDYH19va5XoFHhKA8CIAACBgH+3kEtnaGzifYDBiAFAiDgBQKHNgUc3jrkhX5BBxAAgcMQiF7ZaolLwAj/oxjAlgg8TKdQFwRAwJnAoU0BgAUBEAABEAABEPAzAZgCfh496A4CIAACIAAChyYAU+DQCCEABEAABEAABPxM4NAnCPzceegOAiBgI0AnCJ54/Cz9CzIgAAJdT8A4QQBToOvHGh0EgcYI9PX1NVYBpUEABHxLQB4mhCng2wGE4iAAAiAAAiBwOAJjY2N4r8DhEKI2CIAACIAACPifAMIG/T+G6AEIgAAIgAAIHIIATIFDwENVEAABEAABEPA/AZgC/h9D9AAEQAAEQAAEDkEAYYOHgIeqINB1BHCMsOuGFB0CgaoE6OSwDBuEKYC7BARAwCSgfzMhmIAACHQ5gXv37tHJYXwzYZcPM7oHAiAAAiAAAtUIWF2AiBXAfQICIAACIAACPU0ApkBPDz86DwIgAAIgAAIwBXAPgAAIgAAIgEBPE4Ap0NPDj86DAAiAAAiAAEwB3AMgAAIgAAIg0NMEYAr09PCj8yAAAiAAAiBgmAL5lGJNiVS2pNMpZVMJ7Voikc0b+eK6qJfKN0aylM+msg3WaayFw5b2voaH7SHqg0B1Ans3z50oT7M5a2l+3czJzeply0tRjfKCQA4CIOBNAuVeAWVO5SkzpxTU9DVhDJSyiVi6OJyR+aFCOinz9RSZpgvTkYZ6l19OptX9hqp0uLD3NewwEDTXWwSCF25tGWl+lA1NxqImgb2blxe29T9psp9i86Lw7cmdKasxQCbCGbNgbxFEb0HAVwQcNwgCkYl4mBU2Nkssv5wuhOMz4wHeq4CY9xflH1oyvAJkMyhKIpUSHgTTqWB1KQjnAZVLqvS/mlQS3KgoKyCtjCqiLEUtTgujvtWRIZUTupFK0qchWhPJoYosmhAlZ1NxU8Pm3B6+ugegLAjUIJCbndqZvHohaBQhQ0AdHB3S/+ZWwxVpJwRPKUOra9J9wD0FVHF+0igIyiAAAp4lUCdWIJ+jWTsUtM79NbtSKPZPLGbiYXIqLMt5/1paZcLZwD0NSTIGAuOLcwpdokwyKngBzecgXBGilkh2UTQnx9JqaI78E+SdUNMxbliYPgszz6YgyZmhKqSTrGKVM1xMx0wLgRVC57nz48p02tTQsyMHxUCgAwT2bl5fHb1kMwSUq7EBp7b37qjbo6elWRC9Qm6CWxf6O6AjmgABEDgsAUdToMR9ASw8fLJi+S+W1zUiA0SdQDBUplZBXUqk8scnnHYSyDBQZ4KbFI0gfQXFPX3pbhclrBIlGiGdpHeCdiVKmxu6noFIlAwMNVcRgSC7ETg5HBbSS9kllYXjE0IOzxTOD5lIeiXPZnZADjsqqA8C3iCQyyww694A9wgoVheBrqYILjhTXtgbXYAWIAAC9QmUmwLktOcpllTDypy2K6DLEFOiWC03kALj52mrgRXIIRCLWbYNDBF8LyCW3NjvPz9TW3Zpr1ilXVrtC61tpoReWvNpCPuksH+3TIhjZgPdQ1EQ6GoCubXVIeWUsTdQ1RCgvQEZXHBp98y5m3tdzQSdA4FuJOAYNsgDAqb5splVW2q7RxGhZb+ayczFFVqAWzcAhAi5rI/PTI+L5mpsRthdDaYG4biIaZSpPJCBF9L8DMKUCPcfL9PcMdN931ASBLqagN0SIP//9sIZflqARwOuTp2omPajp0e3dz0dEdzVA4bOgUCzBOq9V0AEEKpL4gghHbAj53pDSUbjZcmlPz4xXM2jINbqJbEBYNkgsLejWyXasQYRBmj18MtYw7LTDUKE3AAwthJkFYpJsGbW6lNTpyUbgoTCIOBJAnu7O1afgL7yl2cFhtjoPMUCBHl8oGkRcONhAPEBnhxOKAUCNQjUMwV4lF8mHtpIkhM+lqTTBLRzMOH+6GBkmg4mMuHBpyOJSjwjjh1K+4I2I1KB8Rnt19gSI79BhQvfojrJiitFrgjJoqhD7gCQMYiafC3P1ttwaH+ZNiGohjwIITok5cQ2QvFMpR+hTEPcPSDQqwT2d40TgzUQRK/cVlThKqB0feA2Nw+QQAAE/EXg2MHBwcjIyMrKir/0dqUtLegp6qHKbO9KAgqBQI8RoK8wv/rkxR7rNLoLAr1I4PJTN+jDTgbA+vp6Xa9ALwJCn0EABEAABECgdwh0tSng8Eak3hlZ9BQEQAAEQAAEXBHoalPAFQEUAgEQAAEQAIGeJgBToKeHH50HARAAARAAAZgCuAdAAARAAARAoKcJdPUJgp4eWXQeBJohQCcInnj8LP3bTGXUAQEQ8BUB4wQBTAFfjRuUBYH2E+jr62t/I2gBBEDAEwTkYUKYAp4YDCgBAiAAAiAAAp0nMDY2hvcKdB47WgQBEAABEAABbxFA2KC3xgPagAAIgAAIgECHCcAU6DBwNAcCIAACIAAC3iIAU8Bb4wFtQAAEQAAEQKDDBBA22GHgaA4EPE0Axwg9PTxQDgRaSoBODsuwQZgCLeUKYSDgcwL4ZkKfDyDUBwG3BO7du0cnh/HNhG55oRwIgAAIgAAIdBkBqwsQsQJdNrjoDgiAAAiAAAg0RgCmQGO8UBoEQAAEQAAEuowATIEuG1B0BwRAAARAAAQaIwBToDFeKA0CIAACIAACXUYApkCXDSi6AwIgAAIgAAKNEYAp0BgvlAYBEAABEACBLiOgmwL5lCJSIluSPSxlEzInla/SZVGl6lWnSnVrlPLZVLZae4yJ+oaGXTYS6A4I+InA3s1zJ2ZzLjVuqHA1mS0R4kbhjjXkRhmUAYGOELB7BQobm9IWuLtfqKNAZFpV1elIC9XMLyfT6n4LBUIUCIBAewgEL9zauhJtj2xIBQEQ6DCBMlMgHA6zwv5drkI+pzL+p55K2ZTmJVASKek5MNb4woGQSKVECf2qpR+agyGRsq4hKgRSqaRKtdSkXPg7tChl7i9LTSwOjArdbNUNR4Mh1FCzrqeiwwOC5kDAEwRysydmb9LKn6dzN/eETrRcPjc7y/Nmc3LpzHO0i/Iy/4Nf0pLwG+Rmzyxss9UpzYtAkmWq61QwSpptrFVWtjenKXLTVlJoZ8/kvXKvjycGBkqAQDsIlHsFQqEwU3M0cQpLYHg4pDVZyl5LF4cz5AVQ55SCml6udOIXiv0Ti5l4uOIqr1sIxzPqYpTxqV4kB4GB8cU5hS4pc+rieKB6i9TQjKryltIxvj3hWJJnqlyUVDgp9jHI2IjJbmTmQqqsjQQCIFCFwOqCqtze2tqaH1w4o0/b26vsEmXp/oDgKYWpdzRD4Q595E4FaeKX1ba2bk/uTFHF6JXbk0NsdF7Uys1O7Uzyy9rFqvRp6p5i80IOKXBZGhyrOwNC9Pzo6nWZU9mckLi9oNpLOme61ge3CQh0M4FyU6A/OixsgdJekbFQMKj3nKZpdSa4SZ4BuXIv7mkRBSaa8PDJAAsEdePBuFDa3CiQVUEXWSTKp3qR6gqsXkDKCpwkTYUe1UsW1KVEKn98QtvHsGgSEKoIo6f12xzdfLugbz1FYPTSBf4MiMYmh3Z25XzPRk+X7QqYtsCetARo4t+6JaoxFhwYtPPKra0O8VJ08cKl0dW1qtEGJG5bb8sUqWnE+geGtnfFXmK15ipLcuVlhyzVXevTUwOPzvYeAVuswHE+lxdzyzR9K1EzDIC7+GPJjf3+8zNi5d5kOt6v7zjUFVi9QChIlgDZAlxTvpvhWDIwfj5ObRXIIRCLWTctyJUgdheqWTRN9gzVQKD7CAwN9MtO0ZSuTbyVndRtAd0SECV0n/vUqgOV7YUzcoOArhoWhhM9o/16aGs2V68yORBc6lNXEgqAgG8J2MMG+XK5oKq0kO8/bnRKrqfjM9PjETENk8NA/t9gMkIR6wqsUUDzSAjHBSlZrWSEHBlqJjMXVyj+wdzS4DsVRqKNiAZ7gOIg0IME9nZ3qk/L0hbIaT4BaQasndY2CIYcaNFOgZF0/4Ej1Krmh7V03ebqjpdrfepKQgEQ8C2BivcKaCt36Ya3JhFPWOJBBI4bBNUICE++PJcg6xqprkDnAlKWxdtPAitKascOWSAyPjGs+TEsmsijkiLuEGGDvr13oXibCWwvZIT/PpdZEK7/KonbAgtTehEyG8o2EWzr/uhpyy6/EY/oIJmkDun7BzVO99Vpri4h1/rUlYQCIOBnAhWmgNyEL1/3B8ZnyN1Oof1KbInRKls/ZuCq46Iy98snckzfXKgiMDKhNZOq0WI4tH+NFOGhiDO0qncuGZnO0E6G2AygSEElnuGHHmVgopZJMYVwCrgaQBTqVQJDo+y6cOTvTF7Vdv8dUfBZm2kRABQCcJWCBeUOwOXdQbmlL+Z1eYIgeoVHIboQS6cV55kUxOMQqxxcdGyukQFzrU8jQlEWBPxG4NjBwcHIyMjKyorfNIe+IAACrSdAX2F+9cmLws9/feB2TQd+6xuHRBAAgc4RuPzUDfqwkwGwvr6OFw93jjtaAgEQsBOwvBVAfxmB5U0G4AUCINARAjAFOoIZjYCAzwhYDum1VXP+1sLKBG9EW6FDOAjYCcAUwD0BAiAAAiAAAj1NAKZATw8/Og8CIAACIAACMAVwD4AACIAACIBATxPACYKeHn50HgRsBOgEwROPn6V/QQYEQKDrCRgnCGAKdP1Yo4Mg0BiBvr6+xiqgNAiAgG8JyMOEMAV8O4BQHARAAARAAAQOR2BsbAzvFTgcQtQGARAAARAAAf8TQNig/8cQPQABEAABEACBQxCQpgAMgkMgRFUQAAEQAAEQ8DMBaQS8wc9dgO4gAAIgAAIgAALNE5Bhgx9dWfl88zJQEwRAoFsI4Bhht4wk+gECrgh864+XjRMEMAVcIUMhEOh6AmQKPKp8sOu7iQ6CQDcR+Kb61U9/6lwTPfrcF25ZTYEPr6zcbEIKqoAACHQZAWkK/Ezw9V3WL3QHBLqVwLf3fkimwOSvfLKJDi58/ovSFJCxAj9oQgSqgAAIgAAIgAAIeIHAax56VRM/hubSFDjwQk+gAwiAAAiAAAiAQBMEXv3Qq5r4sZkCTbSLKiAAAiAAAiAAAp4g0IRLgKrAFPDE4EEJEAABEAABEDg8gde8+lgTPzAFDk8eEkAABEAABEDAEwTgFfDEMEAJEOhaAqVsQrGmRLbE+1rKZ1PZvPiNF9By20bBbM5owrOK2SHkU4qSEqhEknpbMvIpjXAilRdsBV49U7HklkmukMMsguQgUXLKM8WUsloziZRRw9KIU+XKKrb+te0egOAaBF6+/6CJH0OgvlVQ/mGu89HmA2+9kds1QA4f/qabqt2lej1qVJO89vBs9+OxaRyoCAKNEQjHM6qWFscDfIZZTqbV/caEHKJ01eY8q5jR2VJ2SWVKNGLM8LF0wUKCHk1JlXG8mbmQmrwmZuQS9ZcqzRHyTJzpudZaNEmXy+EWRlIN8SpzSkFNLwurIp9KqgUuhwtPxyz2hzQTYmlRRVyVTVvNBEeBlVUiUYWpS06mxCFGHFUbI/DyKwdN/FSYAg01Gpmmu21a3tltTB181tTpUaOa5HP0WeePKPnQRAKBLiMgpy9GcxR5A7S+bSyLpa1ldemw4hRGdyIhSqbyzwl3QiolFqY1KpY1Vz5d2cB6ULH8Mj0NNEuApl6amcNhq9Z398kwCAXpSRHgU2phY5N6GOCPpEXxkA0EQ4wV9u9a6zjJKW1u6O1ozzMSWdorMhbuP05ijvdTs8U9K758jgZRqGZp2mjHUaBzFaE4GR9ddpv7qjtNuASoSgOmgPFx5p9VOdTGGloutSs+yZrfLpESn/hyO7RKFbJoy/1UZR9py6JdytZW2/K5wo3Rug+d/8ccVbOWkVerRxWPoTptzabi4ilZSMdE38sAGoazmVvz0VnPXeGrexXKdg2BwPjinEK9oeXm4rjsVYH1z9AKNizWo/Q3fW5i6eKwttgtW48WQue5g2E68pOiYrF/YrF2xbLmalrXR6kYs22kyGeTmIx1nwDrV+JzmZnhMlvAdlfYZn0mJl97cpDDTYpwMSe3GvRntWlHlEyTo+ptWN60o0B7Xa0KtwVsdkbX3Ow+6cgr9x8YP489GqnxYy3p2hQoZa+lNT8Vdzolbf4l50/ytXRBLImjIasfzAK00Q+/eZ8JQ5WeHsJylhbv8MmA5ubiT53hYjpmccuXP3TkA0o43mqt18vVK38M1X/AXZlOi6ckRzAd4QDF89Dw2kljSjjZyh6TNST75F6Eml1MgFu2MlXZ9eIfRLmCFUl8UkWeXHEyNWesGY2JUZRsoKITX+8oRk8KfQ/FspUiZmA9RcanxyM2W0as1iWdylmftgH4wiIcnyjzwjrIEU/DQoGRlZURz2o5TpGJOSVMzhuF3BFhZa7MmSuqVE2OAmtWsRsxXfxx8GDXrF6Br67lqmlIl6wlXZsComBBXSIj8/iE87ZA9U+yeAI4pYY//PzTIqZ//XPFbzr9YcP4Vhz/rPCnzkkyuKWhIFL5Q4eeGrS9Zv9AVGhoU8963f0DTqvFHw8zwU3yeUiPqnDQ6U428ZjUdlucJXdoL8aDNzZU8hYBc0u+gV0vfZo2b32XnWqgoncUs0cxCqup9nTLcYi1hpitlSVWtncg7AAyJMLxmfo7jdIKM739ck+BliJaIIKMOSiz40zDzWlYHAXWrlK+/eByrFGsNQRsgQJ/8LVvVsqlTFsx16ZAYPx8nGzWAhmZsZh1N8+V9sLedZlqfvjlDL9/V86hcVJJzWXNZYelCaeNNZsGBcv6xKVy5cUaeE6JYOFYcmO///yM8BXwVP3p0IjkplRHJRDoIAFLSB/tfNefzgzVmq7osnNNy69V0dErUHvu1NSNTEt/gnCkip19zX/J7YDaLkyzw05PW+lFFYEIjjEHNlxa01quq8d3WRXZENKREKiMFXh69Y5VE/qzsoxRQD9B4HDDasMa4V6vTGYurtBkrG0Duu1pmW+sTqXaH05hC6hJvrpQouPijzQPzRMOSGsyw2Sc2qNG+IR8yGDXBp4jcq0fnzHcgpxq9adDA5LdjgHKgcBRELD65xo6bNh0RZe9bFp+kxUdovVsj6ysfiKrxJc68pnGNxb5xgLZAaZPv3bkkHxG5vi5ASO2T+Rpe/jmo9GQY+7cWJo2rjoJZI5VtA6VWxIuxwPFWkTg/oODyp/lr6xL8fSLY4EKU4AJF7x2/kTOX8I21ULsyI89PjFcxd1f3hPLB8Yx3sWh324+Y/Ke5p8NinfV51JtK1K4DKTuFje7Q0O8fGSajIGmg13dqFrRsPTUSRrChaZ/nMSpIe1MtrNkhA226HMCMYckYG7Ja5HAkQnunCO3dspZsoyxEREGsXSd6JwyCc4VzeZsYeqeVUzrVF0/ZWB8gtZZYjt/ic4UCueJFhMljmjI5BClZeceGCfPYzFJxJNFJZ6Rxw94nmUUbDsNkelMnKrwSAKqYt+GcBLInKuIpxucAof8kB2quuNMT5m3vvwN+ql21Wjy2MHBwcjIyMrKCn+lBW0ryRAXckrNTMvwFkt2mG6WabpRaX5KqhQ7PH2cBwnLu9fIo/tPBMCRMaEoIXJ68YJmyIu4VlmFvwdDa5w7xGQFTQ4PU6YM0QIPxuOfFfmHKZoC8im+UbjTpI7CipFamrK0D5pFBw2Eyx7JBh1ULW9LNq1pqneC42CqOOLLNTIUlh5AqWSlZJvgQ90qqAwC9QngS4rrM2qwBH8EbAzLOb5LUw900cMjJ7+k+BPjH2tCx9/LPi2/pNhiCjQhxrGKOQ+yLAXKFzU7t1XiIQcEQKB9BGAKtIEtfyaysiVRGxo5QpHd3r8jROumaWkKfPxjZ90UtpX50tPPSFPA/GKiJqQ4V+Ee+LDw2pEdUOl0alk7EAQCIAACfiDADwK1/51sR0ei2/t3dGQbaLnaFkDtfKOBNpgCtBWuxcPy12V1sVOsgVFCURAAARAAARBoG4FX7h808dNeU6BtnYVgEAABEAABEAABOwEvegUwSiAAAiAAAiAAAh0jAFOgY6jREAiAAAiAAAh4kcD9Bw+a+DF60oYTBF6kBJ1AAARcEZAnCFwVRSEQAAFvEKATBKc/8OEmdFl79o/adpiwCXVQBQRAwBsEyBTwhiLQAgRAoBMEYAp0gjLaAAEQAAEQAAHPEhgbG2vPewU822MoBgIgAAIgAAIgUEGgLe8VAGcQAAEQAAEQAAG/EIAp4JeRgp4gAAIgAAIg0BYCMAXaghVCQQAEQAAEQMAvBHCY0C8jBT1BoBMEcIKgE5TRBgh4g8ATj5+VYYMwBbwxINACBLxBgEyBq09e9IYu0AIEQKCNBO7du9fX1zcyMoITBG2kDNEgAAIgAAIg4FkCVhcgYgU8O0xQDARAAARAAAQ6QQCmQCcoow0QAAEQAAEQ8CwBmAKeHRooBgIgAAIgAAKdIABToBOU0QYIgAAIgAAIeJYATAHPDg0UAwEQAAEQAIFOEIAp0AnKaAMEQAAEQAAEPEug3BTIpxKKTIlUvlM651PUXuea61S30A4IdAOBvZvnTszmjJ7wP7Ukcy0ZZfmWvudm5ZVzN/cciNS+KirYdHBQxqIhcxJoalmvZDeMGfoAAg0TsJoC+VRSZfGMqmbi4YKa7NTsHJlWVXU60rDqqAACINBeAjSrnlnYNtvIzZ5RldtbPN2e3Jnic3vwwi3xt0jzo2xoMha1KkWT8BSbFzUU9Yx1ItYm+RpXhRy7DoZwUxldF2k1VAp0X7K9OCEdBDxLwGIKlPaKjBU2NkssML5omZ1LWc1XkEhlS7IjYiGfSAgXwmwqTr/LK5YFfp1aqbwmylJJSk3prVWI9CxEKAYC3UeAL66ndibnJ4fMyXdtdfTShaD4O3jh0uj27r6137lZKn9Vu65f2N/dHj0tjIPgKWVodc10MPC82lfFAt+mg+Eh2NvdGVJOCWUsujgJdF+y+0YRPQIBdwQqYgUK6RhtDhjzdCmbiKWLw9xVMBdS0zGLq6AQOk8Gg3ol+lNkQezfpfaEMaFEI6x+relIwFnBQrF/Rvolyhpz1xuUAgEQaBGB6BVayd+60G8RR1lXjCV/bm11aMByde/mddNQMCrxaVgvFRwYZDu71k2C2lcZc9CBeyGEEiRtW70jpPGmZSuOAt2XbBE6iAEB3xGwmAKB8Zl4mHeANgfIHBCL8tLmRoGFh0/SvB2IRBXG1JwRQ8DnfJ6MfFFYWAIualUjpTV2cphUKe6VGLYPfHdPQeHuJ8D98OUegFxmgdn2BjgGWqXXoFH7ah2MZCdc2j3DgxD4rsUt4Y1wFui+ZPePHHoIAo4EyrwCtDGQmYsr3B4oqOlr+nYArc9FKCFFEsjp2ZZ0W+DuvrQEZKpXq8qAhILCXRAIhnRfA0YOBEDASwT47r0x+WqKcR+B5q4vU7V/wNxfqOxD7au1+8x3Cq4PyMAFbhKIMARHge5LeokydAGBThKwbxAEIuPTZA9wc0A6/SmFeSihnhbHKz370hZYWipaLIH6tZy7qZkaYq8h3H+8kyzQFgiAQB0CfFrlcXlyEW6kapaAcOPrEQXkvWeDA9Z6ta/WVoUcAIbxET09KrceHAW6L4nhB4FeJWCaArS/Lw710aI/cJxvu/GJOMAd9SKUkDYLeAEtPtCGS9gChUJB8wm4rOXIXDZmbjHgqGGv3prot+cIkB1wZmFw3hIwoKloCcyzK03r9NXr4hTh3h1VjyA0CtW+WhMAVdVjBRhZIpqR4STQfUnPEYdCINAhAqYpQKEC5AygMAEyCGJppszN8PU/7RnMKUzsEIhMJ6cAqSpsAdMn4LKWUx/Dof3lhGgrLhRAAgEQ8AYBPpcztjqlv1jghPHCgYotevNNABTmNz+4wLf0+aaCjDp0e9Wp20ZdU7A4ZaCJdmrOfUlvcIYWINB5AscODg5GRkZWVlY637a9RXIAJFXajahibhy9gtAABLqeAH2F+dUnL3Z9N9FBEACBy0/doA87GQDr6+t48TDuBxAAARAAARDoaQJeMgXEuUG4BHr6fkTnQQAEQAAEOk7AS6ZAxzuPBkEABEAABEAABGAK4B4AARAAARAAgZ4mAFOgp4cfnQcBEAABEAABL50gwGiAAAgcNQE6QfDE42fp36NWBO2DAAi0nYBxggCmQNtZowEQ8BeBvr4+fykMbUEABJomIA8TwhRoGiAqggAIgAAIgIC/CYyNjeG9Av4eQmgPAiAAAiAAAocngLDBwzOEBBAAARAAARDwMQGYAj4ePKgOAiAAAiAAAocnAFPg8AwhAQRAAARAAAR8TABhgz4ePKgOAi0ngGOELUcKgSDgWQJ0cliGDcIU8OwYQTEQOAIC+GbCI4COJkHgKAjcu3ePTg7jmwmPgj3aBAEQAAEQAAEPELC6ABEr4IEBgQogAAIgAAIgcHQEYAocHXu0DAIgAAIgAAIeIABTwAODABVAAARAAARA4OgIwBQ4OvZoGQRAAARAAAQ8QACmgAcGASqAAAiAAAiAwNERgClwdOzRMgiAAAiAAAh4gIBuCpSyCcWaEqlsqQXq5VMkNJU/tKRWyTm0IhAAAr1FYO/muROzOaPP/E8tyVxLRlm+hVJuVl45d3PPgV3tq6KCTQcHZSwaMieBppbWkjWF99Ywo7e9TqDMKxCOZ1SR5hSmpq+1wBiITJO06cihKbdKzqEVgQAQ6CECNKueWdg2O5ybPaMqt7d4uj25M8Xn9uCFW+JvkeZH2dBkLGolRJPwFJsXNRT1jH0irn1VyLHrYAg3ldF1kVZDZXOOJWsL76FBRldBgAg4bxBEoiHGCvt3BaJSNiU9BlZPgZFpza0sKVbzXARJSEjTwrLAd5AsriYSosFU3nBMGJXk9ZSuUYVIDCoIgEBLCPDF9dTO5PzkkDn5rq2OXroQFH8HL1wa3d7dtzaVm6XyV7Xr+oX93e3R08I4CJ5ShlbXTAcDz6t9VSzwbToYHoK93Z0h5ZRQxqKLk0Dnkk7CWwIOQkDAhwScTYF8TmUs3H9cTOKxdHGYvAWZuZCajklnfz4VS6uhubJc55K8dCofCBqmRWmvyJgSjVSRLBAWQue5b2I6EnAmWij2z5BC8XBBV8iH5KEyCHiaQPQKreRvXei3KElZV4wlf25tdWjAcnXv5nXTUDAq8WlYLxUcGGQ7u9ZNgtpXGXPQgXshhBIkbVu9I6TxpmUrjgIdSzoK9/SAQDkQaCOBMlOAZlYZL5AshuNzM+MBVtrcKLDw8EmakwORKK3v1RzZAsJSoOlc5GpbAM4ldc2NuqKYsAQcJcvy/HqtpCl0cjjMWHGvxLB90MY7BKJBoJIA98OXewBymQVm2xvg1WiVXoNf7at1wJOdcGn3DA9C4LsWt4Q3wlmgU0mMKgiAgIVAZawAxQnwdXnQXJLrFkKSDAA+9YqFvWOylzQL6bbA3X1pCchUvXzNQQoFhbvA4mvAmIIACHSKAN+9NyZfrVHuI9Dc9WVq9A+Y+wuV+tW+Wrs/fKfg+oAMXOAmgQhDcBToWLJTsNAOCPiCQOUGQWSaGwNq0oz7N6IJudd+cTwgpmDHZC9pKSRtgaWlonXNX6N8LXrcE0BJmCRiGwMJBECgIwT4tMrj8uQi3EjVLAHhxtcjCsh7zwYHrPVqX63dIXIAGMZH9PSo3HpwFOhYsiO00AgI+IWAU6xAZCJOnnd1iWLyAtwJX9jY5FOvGfunL/Gtuc4l7bZAoVDQfAJ1y9cgKBUytxhw1NAvtxv09DUBsgPOLAzOWwIGtO5YAvPsHaR1+up1cYpw746qRxAahWpfrQmLquqxAowsEc3IcBLoXNLXIwHlQaDFBBzDBgPj52kJX0gv51lgfJGcBCKGIJZmyhw5BUiDyHQmrhSTZbnOJe22gOkTqFu+ek/Dof3lhNAnzgMakEAABDpAgM/ljK1O6S8WOGG8cKBii958EwCF+c0PLvAtfb6pIKMO3V516pNR1xQsThloop2acy7ZAWBoAgR8Q+DYwcHByMjIysqKP1QmB0BSpX0FaZIggQAItJYAfYX51ScvtlYmpIEACHiQwOWnbtCHnQyA9fV1vHjYgwMElUAABEAABECgcwT8ZgqIc4NwCXTuBkFLIAACIAAC3U7Ab6ZAt48H+gcCIAACIAACHSYAU6DDwNEcCIAACIAACHiLAEwBb40HtAEBEAABEACBDhOQJwgeW1n5/Q43jOZAAAQ8SIBOEDzx+Fn614O6QSUQAIHWEjBOEEhT4MMrKzdb2wCkgQAI+JRAX1+fTzWH2iAAAo0SkIcJpSnw0ZWVzzdaH+VBAARAAARAAAR8TWBsbAzvFfD1CEJ5EAABEAABEGgBARk2+FILJEEECIAACIAACICADwlIU+AHPtQcKoMACIAACIAACLSAgDQFDlogCSJAAARAAARAAAR8SMBvX0fkQ8RQGQR8RADHCH00WFAVBA5JgE4Oy7BBmAKHJInqINBVBPDNhF01nOgMCFQncO/ePTo5jG8mxD0CAiAAAiAAAj1KwOoCxIuHe/QmQLdBAARAAARAQBKAKYA7AQRAAARAAAR6mgBMgZ4efnQeBEAABEAABGAK4B4AARAAARAAgZ4mAFOgp4cfnQcBEAABEAABmAK4B0AABEAABECgpwmUmwL5VEKRKZHKt4VLKZ9NZctFl7LUaCJbOmR7eS6Ga579Sor+4/rn9V8OKdpS3dS/RWq3TjVIAgEQAAEQAIFmCFhNgXwqqbJ4RlUz8XBBTbbDGMgvJ9PqfjOK1quTz6ULLEzaL45/aFpV1elIvRrNXG+f/s1ogzogAAIgAAIgcHgCFlOgtFdkrLCxWWKB8UXLZFrKar6CRMpcuhuZ5D/QcsUaPJEQa/NUnhb59oq0jiZbgzE1Wc0JIEVo8hyqGxd5QYsjQZdcSMeoaUdngGMvJD/Zakrvpd5Js4taH8v019BvLIv+6hDa4Ic4/BhDAgiAAAiAAAjUIFARK0CzKW0OGN56mv5i6eIwdxXMhdR0TLoK8qlYWg3N2XL5lULoPFkRfE1eWZEsjDmFyihztHQPVCglZ1plTlxzaDdwcjjMCvt3efs5MilCQUOGLpl7BZzcAc69KNOgUOyfkf4Q2clS9prst6rOKQU1vZznFpKpv6xcYFRLOFF4ASQQAAEQAAEQ8B8BiykQGJ+Jh8X8pibJHBCL49LmBrndh0/SpBuIRGkeV3N8D57PxEo0InLLvfGUKyA4V6zOhybgWLoQVubkTO5YXdgCXAHhv9BbcsHcjTJaJ3kTrLgnPSMzwU3yiEhXBs+rTKJWIBjSr9houNANRUAABEAABEDgaAmUeQVo+svMxRVuD9Ay95ruKedud570KVHMxG6SvWLdOgVhaeiporpuC9zdLzRiCUh5dZTRfAxiWueuBx4VGEtu7PefnxGuACQQAAEQAAEQ6E4C9g2CQGR8muwBbg5IXzwl7nY3ErnvLavg2lDsFWuVprJ8ylWXzHiEyurSFlhaKrJw//EGB6SOMtqqX5g5JFw6EuIz0+Pc90HJsh3RYMMoDgIgAAIgAAJeJmCaAuJwnIz3Cxzv5xYAzbZyf56HEortey1WT98qKM8t66ZzxeokuKc9Mk3GQEFsulerLhfthYJ057tNbpSRnbRsJZBwYQyVxHZIlQ0CuwYIG3Q7JigHAiAAAiDgFQKmKUChAuQMoDABMghiaQrfm+HhezJUTuwQiEwZ7xeZzsSVolnUIQqwSsUJCkegEwTi2H9liojL3DHgXJ1a5gELWvSCe4bVpFkkhEP7dBiA9zHOOy4DJ7imsSVm+kikglx/942jJAiAAAiAAAh4mcCxg4ODkZGRlZUVL2tp0Y3W3UmVziC08L0BQiTtHzgda/AJFagJAi0iQF9hfvXJiy0SBjEgAALeJXD5qRv0YScDYH193U8vHhY7FDRp68cMvEsYmoEACIAACICAbwj4yRSQbz5SF1voEBDjJE4AwiXgm3sWioIACIAACLSUgJ9MgZZ2HMJAAARAAARAAAQ4AZgCuA9AAARAAARAoKcJwBTo6eFH50EABEAABEDAdycIMGQgAAJtJEAnCJ54/Cz928Y2IBoEQMAbBIwTBDAFvDEg0AIEPEOgr6/PM7pAERAAgfYSkIcJYQq0lzKkgwAIgAAIgIBnCYyNjfnsvQKeRQnFQAAEQAAEQMC/BBA26N+xg+YgAAIgAAIg0AICMAVaABEiQAAEQAAEQMC/BGAK+HfsoDkIgAAIgAAItICAFjb4s78w0QJhEAECIOATAnRi0CeaQk0QAIE2EpBhg6Yp8OlPnWtjaxANAiDgGQKf+8ItmAKeGQ0oAgJHScBuCkz+yiePUh20DQIg0CkCC5//IkyBTsFGOyDgaQJ2U+Azn77gaX2hHAiAQIsI/PbnbsIUaBFLiAEBfxOwmwLT/+RT/u4QtAcBEHBHIPU7X4Ap4A4VSoFAlxOwmwKX/8d4l/cY3QMBEBAErv7PaZgCuBdAAASIgN0U+PXPPA4uIAACvUDg13/7d2EK9MJAo48gUJeA3RSgbyiqWwcFQAAEuoDA5aduwBTognFEF0Dg8ATgFTg8Q0gAAV8SgFfAl8MGpUGgDQQQK9AGqB0TuXnl8ek//i5v7qfen1q6fJL/tr+59MVi6PK5qEstGi3vUiyKeZ8AYgW8P0bQEAQ6QwAnCDrDuR2t/MlvPfrk85e+9Ll/zLKPf/zz3/3Ab3wzGWE8U33/U1+//F53TTZa3p1UlPIDAZwg8MMoQUcQ6AQBvFegE5Tb0kbp1j85v1h4eyJ949xxrYH9L12cyPyF+EPks+Xf+M0bzxb43+84ffHKkxP9jG0+NTK99vZ3hP/iuwUWPR3Mre2Z5XU57G5lxW/9xvsvPxv+uQ+wf8cFhi8u/w5Jc8xsS28htPUE8F6B1jOFRBDwJwFpCphfR/Ty/Qf48QmBgwO65/5iMf4r/3LzeTlqx8cWf+t9lKn81lcXP/Hm57947cbOe7+Q++paLql8d+3GzU0xuA94rYFPrFH+tV9NW8obQ+9Y8QFvrbAbfGIt97nH31G4MfGv/uTBy46ZuIV8QsCfjyxoDQIg0C4CFlPglYOX8eMLAm/5xFTsHfyOKHxt7lPxz/7enhw4PtMfiEF8yyc++7XkW3O3Pvvp+JxKubvF5/UCp4ffqffRLG/02rHifW4KDDz63je/cvDm/35kgLHni3svO2b6gh6UfIUPKBIIgAAIGATgFfClL+Qnztz418mLjw7SOH73TubKM3vUC2EKPDjgToK9W5/5+XPXNp5/6yf+xTT3FRzc56tVSwGHPwUHx4pcLjt+/Dgv8JYgbSXsPr//smOmT9bEPvH9tPHOxBMQBEAABKwETFPg/oMD/PiIwJsfmUj866Un3vd2cvqX7vKxE2s9/kvpW+tF9vaJJ/+nDz1yXEzZobe+tayA7KZR3ui1c0VRcH9vnxcrPb/P2NsCx+87ZuIW8gkBPARBAARAAKaAv42eu89cnPjQyO/8Kc3Nx9/M4/3e/ta3UI8Yn7EPGE3YYh//L0olmrm/9affoN+L/HdLATH3m+UNU6BaRRLxfC5398HB3W+tP8/e/p73HKfqTpn+BusjQ/CQquIhCAIgAALVTIEHFFiGH+8T+IlfmvnVU+E/uXrh3Efe9+TSwcmZmV94Cw3cez74yTBbv3zuI79JBc4OsD+5+r5z/8MXDk6FySy4e5ePrLAVjCE2y2/p4+5cUTgAgv3P/+GUaO6TojnHTNw/PiGAhyAIgAAIWAkcOzg4GBkZ+dlfmPj4x84CDQg4ENhKxX5T7T+X+fVfCphXHTOBzycEvvT0M3jxsE/GCmqCQHsJ2A8THtLliOpdTIDfiWLrwfrjmNnFELqpa+19tEA6CICA3wiYXoFf/KUzflMe+oIACDRD4A//4Da8As2AQx0Q6DoC9rcNfugjY13XR3QIBEDAgcBXvrwCUwB3BgiAABGwmwK/8KFfAhcQAIFeIPDHX/kDmAK9MNDoIwjUJWA3Bd4/+pG6dVAABECgCwj829UvwxTognFEF0Dg8ATspsDpD3z48EIhAQRAwPsE1p79I5gC3h8maAgCHSBgNwU60CSaAAEQ8AgBmAIeGQioAQJHS6DMFDhaVdA6CIAACIAACIDAkRCgLynmhwmPpG00CgIgAAIgAAIg4AUC/z99aS0f6R8nbQAAAABJRU5ErkJggg==)

Рисунок 4. Пример графического интерфейса клиентского приложения

**7.1.2 Серверное приложение**

Пример графического интерфейса серверного приложения представлен на рисунках 5 и 6.

Описание полей, представленных в графическом интерфейсе серверного приложения, представлено в таблице 2.

Таблица 2. Описание полей графического интерфейса клиентского приложения

|  |  |  |
| --- | --- | --- |
| Название поля | Значение по умолчанию | Применение |
| Select instance | Client | Отображает текущий тип экземпляра используемого ПО |
| Input header key | private\_channel\_key | Ключевое слово, которое будет использоваться для первичной аутентификации входящих запросов. |
| Application port | 8081 | Порт, на котором будет открыт прослушиватель http-сервера. |
| PG instance name | private\_channel | Название экземпляра базы данных, которое будет использоваться при работе ПО. |
| PG username | postgres | Имя пользователя, которое будет использовано при авторизации в экземпляре базы данных. |
| PG password | postgres | Пароль пользователя, который будет использован при авторизации в экземпляре базы данных. |
| PG instance port | 7431 | Порт, на котором будет запущен экземпляр базы данных |
| Main database | private\_channel | Название используемой базы данных. |
| Using network interface | Первый элемент в списке выводимых сетевых интерфейсов при использовании команды ipconfig в командной строке | Сетевой интерфейс, который будет использован при передаче/приеме данных. |
| Clients Ips for connection |  | Список адресов клиентов, с которыми будет производиться взаимодействие сервера. |
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Рисунок 5. Пример графического интерфейса клиентского приложения (основные настройки)
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Рисунок 6. Пример графического интерфейса клиентского приложения (адреса клиентов)

Для добавления клиента в список клиентов, с которыми будет установлено взаимодействие сервера, необходимо указать в редактируемом поле полный IP адрес клиента, с которым предполагается работа, а затем необходимо нажать на кнопку “Add current ip as client”.

**7.2 Подготовка приложения к работе**

Перед стартом приложения необходимо заполнить все поля, указанные в графическом пользовательском интерфейсе клиентов. Необходимо корректно указать сетевой интерфейс, который будет использоваться для передачи данных. Если интерфейс будет выбран другой – канал будет уязвим, поскольку физические порты перекроются именно у выбранного сетевого интерфейса, а не у предполагаемого. Настроить сервер, указав использующийся для передачи данных сетевой интерфейс и добавив IP-адреса запущенных ранее клиентов. После этого, работу с приложением можно начинать.

**7.3 Запуск работы основного функционала**

Перед началом работы программы клиенты и сервер находятся в состоянии ожидания расписания. Расписание генерируется оператором и отправляется на сервер http-запросом с помощью программного обеспечения Postman.

Структура запроса:

* http-метод запроса: POST;
* Request url: {server\_ip}/api/v1/server/schedules;
* Body type: raw;
* Body: {schedules array in JSON format}

После отправки запроса в журнале клиентов, которым были предназначены отправленные расписания, можно найти записи о времени старта работы. Запуск работы будет воспроизведен согласно первому промежутку времени актуального расписания. Запуск работы подразумевает собой запуск передачи данных из одного клиента на другой, то есть из базы данных клиента-передатчика в базу данных клиента-приемника. Если в расписании между указанными временными промежутками существуют промежутки времени, которые не относятся к допустимым интервалам для передачи информации, то в эти промежутки времени передача информации не будет осуществляться. Передача данных будет завершена на начале «нерабочего» промежутка и начала (может «начата») после него.

Если расписание потеряет свою актуальность (последний промежуток времени закончился), клиенты автоматически запросят у сервера новые расписания для работы. Если расписания, предназначенные обращающимся клиентам, на сервере отсутствуют, клиенты завершают свою работу. Сервер остается в рабочем состоянии в режиме ожидания новых расписаний от оператора.

Для успешной передачи данных с клиента-передатчика на клиент-приемник, передаваемые кофниденциальные данные должны храниться в базе данных клиента-передатчика в таблице conf\_info. Если данные отсутствуют после старта передачи данных в течение 60 секунд – клиенты завершают свою работу. Если данные присутствуют, будет осуществлена их передача с клиента-передатчика на клиент-приемник. Переданные данные будут храниться в базе данных клиента-приемника таблице received\_info.

# 8 ВЫВОДЫ И РЕЗУЛЬТАТ

В результате выполнения курсовой работы был написан программный продукт, позволяющий передавать конфиденциальную информацию через физически отключаемый канал. Результаты тестов показали, что разработанная программа успешно справляется с поставленной задачей. Все созданные сервисы были проверены и отлажены, что значительно минимизировало вероятность возникновения нештатной ситуации и обеспечило работоспособность программы.

# 9 КОМПЛЕКСНАЯ ОТЛАДКА

Отладка проходила в несколько этапов. Первым этапом служила проверка передачи данных от оператора на сервер (расписаний). Расписания в отладочной информации присутсвовали без потерь. Далее проверялись отправка первого расписания на клиентов и сохранение других расписаний в базе данных сервера. Были отлажены все планируемые задачи и проконтроллировано их создание при получении расписания клиентами, старте и окончании передачи данных, а также планируемая задача, отвечающая за запрос нового расписания клиентами у сервера.

В ходе работы были проверены и отлажены сервисы для работы с командной строкой и IP-адресами (блокировка и разблокировка).

Были отлажены работы сервисов хеширования данных алгоритмом SHA512 и шифрования данных алгоритмом AES.

Была отлажена и настроена работа сервиса, отвечающего за включение и отключение сетевого интерфейса.

Была проверена работа скриптов, создающих структуру базы данных в Docker-контейнере.

Также в ходе работы был отлажен установщик программы с проверкой наличия приложения Docker, установленного на рабочую станцию, и существования Docker-контейнера.

ЗАКЛЮЧЕНИЕ

В результате работы над курсовым проектом были изучены механизмы отключения физического канала, были опробованы работы с IP-адресами, сетевыми интерфейсами, связкой приложения с базой данных, а также создание планируемых задач. Таким образом, на выходе получился готовый программный продукт, который можно использовать в целях обеспечения безопасности передающейся информации.

СПИСОК ИСПОЛЬЗОВАННХ ИСТОЧНИКОВ

1. Козмина Ю. Spring 5 для профессионалов // 5-е издание. – 2020. – 626 – 677 с.   
2. @Component vs @Repository and @Service in Spring [Электронный ресурс]: Вэб-сайт: <https://www.baeldung.com/spring-component-repository-service>.  
3. Документация Postgres [Электронный ресурс]: <https://www.postgresql.org/docs/14/index.html>.  
4. Документация hibernate [Электронный ресурс]: <https://hibernate.org/orm/documentation/6.0/>.

5. Документация netsh [Электронный ресурс]: <https://docs.microsoft.com/en-us/windows-server/administration/windows-commands/netsh>.

ПРИЛОЖЕНИЕ А

Код программы

**Модуль** common

**Пакет** org.ssau.privatechannel.constants

public interface Endpoints {

String API\_V1\_SERVER = "/api/v1/server";

String API\_V1\_CLIENT = "/api/v1/client";

String UPLOAD\_DATA = "/upload-data";

String GENERATE\_DATA = "/generate-data/{count}";

String GENERATE\_SCHEDULE = "/generate-schedule/{duration}";

String SCHEDULES = "/schedules";

String SCHEDULE = "/schedule";

String GET\_NEW\_SCHEDULE = "/getNewSchedule";

}

public interface FirewallRuleNames {

String

BLOCK\_IP = "BlockIp",

UNBLOCK\_IP = "UnblockIp";

}

public interface Parameters {

Long MAX\_ID = 10000000L;

}

public interface SystemProperties {

String INSTANCE = "instance";

String HEADER\_KEY = "header\_key";

String RECEIVER\_IP = "receiver\_ip";

String SERVER\_IP = "server\_ip";

String CURRENT\_IP = "current\_ip";

String DB\_URL = "db\_url";

String DB\_USER = "db\_user";

String DB\_PASSWORD = "db\_password";

String DB\_PORT = "db\_port";

String MAIN\_DB = "main\_db";

String DB\_INSTANCE = "db\_instance";

String NETWORK = "network";

String APP\_PORT = "app\_port";

}

public interface UrlSchemas {

String HTTP = "http://";

}

**Пакет** org.ssau.privatechannel.exception

public class BadAlgorythmLengthException extends Exception {

public BadAlgorythmLengthException(String message) {

super(message);

}

}

public class DockerMissingException extends Exception {

public DockerMissingException(String message) {

super(message);

}

}

public class HeaderKeyNotActualException extends Exception {

public HeaderKeyNotActualException(String message) {

super(message);

}

}

public class InvalidInstanceTypeException extends Exception {

public InvalidInstanceTypeException(String message) {

super(message);

}

}

public class ValidationException extends Exception {

public ValidationException(String message) {

super(message);

}

}

**Пакет** org.ssau.privatechannel.firetasks

@Slf4j

public class StartDataTransferringTask extends TimerTask {

public static final String THREAD\_NAME = "DataTransferringFromClient";

private static final String SEND\_DATA\_ENDPOINT = Endpoints.API\_V1\_SERVER + Endpoints.UPLOAD\_DATA;

private static final String SCHEMA = "http://";

private final ConfidentialInfoService infoService;

private final IpService ipService;

private final NetworkAdapterService networkAdapterService;

private final RestTemplate restTemplate;

private String receiverIp;

private static final Integer WAIT\_DELAY = 10;

private static final Integer WAIT\_TIMEOUT\_SECONDS = 600;

private static final Integer DELAY\_BETWEEN\_BATCHES = 1;

public StartDataTransferringTask(ConfidentialInfoService infoService,

RestTemplate restTemplate,

IpService ipService,

NetworkAdapterService networkAdapterService) {

this.infoService = infoService;

this.restTemplate = restTemplate;

this.ipService = ipService;

this.networkAdapterService = networkAdapterService;

}

@SneakyThrows

@Override

public void run() {

ipService.deleteRuleByName(FirewallRuleNames.BLOCK\_IP);

String currentInterface = SystemContext.getProperty(SystemProperties.NETWORK);

networkAdapterService.enableInterfaces(currentInterface);

String senderIp = SystemContext.getProperty(SystemProperties.CURRENT\_IP);

Thread thread = new Thread(() -> {

log.info("Data transferring started between clients with ips {} and {}", senderIp, receiverIp);

int currentWaitTime = 0;

while (true) {

List<ConfidentialInfo> batch = infoService.nextBatch();

try {

batch = AESUtil.encryptBatchInfo(batch, KeyHolder.getKey(), KeyHolder.getIv());

} catch (Exception e) {

log.error("Error during data encryption", e);

break;

}

if (batch.isEmpty()) {

if (currentWaitTime >= WAIT\_TIMEOUT\_SECONDS) {

log.info("No more information from client with IP={}. Exiting program", senderIp);

log.info("Transferring data between clients with ips {} and {} completed", senderIp, receiverIp);

System.exit(0);

}

log.info("All information sent. Waiting for new info...");

currentWaitTime += WAIT\_DELAY;

try {

Thread.sleep(TimeUnit.SECONDS.toMillis(WAIT\_DELAY));

continue;

} catch (InterruptedException e) {

log.error("Interrupting thread. Reason: {}", e.getMessage());

break;

}

}

currentWaitTime = 0;

for (ConfidentialInfo next : batch) {

next.setSenderIP(senderIp);

if (Objects.isNull(receiverIp)) {

log.warn("Receiver IP not provided. Trying to get this IP from data");

if (Objects.isNull(next.getReceiverIP())){

log.error("Could not get receiver IP from data [ID = {}]. Exiting", next.getId());

return;

}

}

else

next.setReceiverIP(receiverIp);

}

String serverIp = SystemContext.getProperty(SystemProperties.SERVER\_IP);

String serverAddress = SCHEMA + serverIp + SEND\_DATA\_ENDPOINT;

HttpHeaders headers = new HttpHeaders();

headers.add(SystemProperties.HEADER\_KEY, SystemContext.getProperty(SystemProperties.HEADER\_KEY));

HttpEntity<List<ConfidentialInfo>> entity = new HttpEntity<>(batch, headers);

ResponseEntity<String> response;

try {

Thread.sleep(TimeUnit.SECONDS.toMillis(DELAY\_BETWEEN\_BATCHES));

response = restTemplate.postForEntity(serverAddress, entity, String.class);

}

catch (Throwable e) {

log.error("Could not send data to server", e);

break;

}

if (response.getStatusCode() != HttpStatus.OK) {

log.error("Could not send data to server: server returned status {}", response.getStatusCode());

break;

}

infoService.deleteBatch(batch);

}

});

ThreadsHolder.addAndRunThread(THREAD\_NAME, thread);

}

public void setReceiverIp(String receiverIp) {

this.receiverIp = receiverIp;

}

}

**Пакет** org.ssau.privatechannel.model

@Entity

@Table(name = Tables.AUTHORIZATION\_KEY)

@NamedQuery(

name = QueryNames.GET\_KEY,

query = Queries.GET\_KEY)

public class AuthorizationKey {

@Id

@Column(name = Columns.ID, nullable = false)

private Long id;

@Column(name = Columns.HASH, nullable = false)

private String hash;

public AuthorizationKey(Long id, String key) {

this.id = id;

this.hash = Sha512EncoderService.getHash(key);

}

public AuthorizationKey() {

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getHash() {

return hash;

}

public void setHash(String hash) {

this.hash = hash;

}

public static abstract class QueryNames {

public static final String GET\_KEY = "AuthorizationKey.get";

}

public static abstract class Queries {

public static final String GET\_KEY = "select key from AuthorizationKey key";

}

public static abstract class Tables {

public static final String AUTHORIZATION\_KEY = "authorization\_key";

}

private static abstract class Columns {

public static final String ID = "id";

public static final String HASH = "hash";

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || Hibernate.getClass(this) != Hibernate.getClass(o)) return false;

AuthorizationKey that = (AuthorizationKey) o;

return id != null && Objects.equals(id, that.id);

}

@Override

public int hashCode() {

return getClass().hashCode();

}

}

@Entity

@Table(name = ConfidentialInfo.Tables.CONFIDENTIAL\_INFORMATION)

@NamedQuery(

name = QueryNames.GET\_ALL\_INFO,

query = Queries.GET\_ALL\_INFO)

@NamedQuery(

name = QueryNames.GET\_ALL\_INFO\_BY\_IDS,

query = Queries.GET\_ALL\_INFO\_BY\_IDS)

@NamedNativeQuery(

name = QueryNames.GET\_BATCH\_INFO,

query = Queries.GET\_BATCH\_INFO,

resultClass = ConfidentialInfo.class)

@TypeDef(name = "jsonb", typeClass = JsonBinaryType.class)

@ToString

@Builder

@AllArgsConstructor

@Getter

@Setter

public class ConfidentialInfo implements Serializable {

@Id

@Column(name = Columns.RECORD\_ID, nullable = false)

private Long id;

@Type(type = "jsonb")

@Column(name = Columns.TEXT\_DATA, columnDefinition = "json")

private Map<String, Object> data;

@Column(name = Columns.SENDER\_IP)

private String senderIP;

@Column(name = Columns.RECEIVER\_IP)

private String receiverIP;

public ConfidentialInfo() {

}

public String getSenderIP() {

return senderIP;

}

public void setSenderIP(String senderIP) {

this.senderIP = senderIP;

}

public String getReceiverIP() {

return receiverIP;

}

public void setReceiverIP(String receiverIP) {

this.receiverIP = receiverIP;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public Map<String, Object> getData() {

return data;

}

public void setData(Map<String, Object> data) {

this.data = data;

}

public static abstract class Queries {

public static final String GET\_ALL\_INFO = "select info from ConfidentialInfo info";

public static final String GET\_ALL\_INFO\_BY\_IDS = "select info from ConfidentialInfo info where info.id in (:ids)";

public static final String GET\_BATCH\_INFO = "select inf.record\_id, inf.text\_data, inf.receiver\_ip, inf.sender\_ip from conf\_info inf limit 10";

}

public static abstract class QueryNames {

public static final String GET\_ALL\_INFO = "ConfidentialInfo.findAll";

public static final String GET\_ALL\_INFO\_BY\_IDS = "ConfidentialInfo.findAllByIds";

public static final String GET\_BATCH\_INFO = "ConfidentialInfo.getBatch";

}

public static abstract class Tables {

public static final String CONFIDENTIAL\_INFORMATION = "conf\_info";

}

private static abstract class Columns {

public static final String RECORD\_ID = "record\_id";

public static final String SENDER\_IP = "sender\_ip";

public static final String RECEIVER\_IP = "receiver\_ip";

public static final String TEXT\_DATA = "text\_data";

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || Hibernate.getClass(this) != Hibernate.getClass(o)) return false;

ConfidentialInfo that = (ConfidentialInfo) o;

return id != null && Objects.equals(id, that.id);

}

@Override

public int hashCode() {

return getClass().hashCode();

}

}

@Entity

@Table(name = ReceivedInformation.Tables.CONFIDENTIAL\_INFORMATION)

@NamedQuery(

name = QueryNames.GET\_ALL\_INFO,

query = Queries.GET\_ALL\_INFO)

@NamedNativeQuery(

name = QueryNames.GET\_BATCH\_INFO,

query = Queries.GET\_BATCH\_INFO,

resultClass = ReceivedInformation.class)

@TypeDef(name = "jsonb", typeClass = JsonBinaryType.class)

@ToString

@AllArgsConstructor

@Builder

@Getter

@Setter

public class ReceivedInformation {

@Id

@Column(name = Columns.RECORD\_ID, nullable = false)

private Long id;

@Type(type = "jsonb")

@Column(name = Columns.TEXT\_DATA, columnDefinition = "json")

private Map<String, Object> data;

@Column(name = Columns.SENDER\_IP, nullable = false)

private String senderIP;

@Column(name = Columns.RECEIVER\_IP, nullable = false)

private String receiverIP;

public ReceivedInformation() {

}

public String getSenderIP() {

return senderIP;

}

public void setSenderIP(String senderIP) {

this.senderIP = senderIP;

}

public String getReceiverIP() {

return receiverIP;

}

public void setReceiverIP(String receiverIP) {

this.receiverIP = receiverIP;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public Map<String, Object> getData() {

return data;

}

public void setData(Map<String, Object> data) {

this.data = data;

}

public static abstract class Queries {

public static final String GET\_ALL\_INFO = "select info from ReceivedInformation info";

public static final String GET\_BATCH\_INFO = "select inf.record\_id, inf.text\_data from conf\_info inf limit 10";

}

public static abstract class QueryNames {

public static final String GET\_ALL\_INFO = "ReceivedInformation.findAll";

public static final String GET\_BATCH\_INFO = "ReceivedInformation.getBatch";

}

public static abstract class Tables {

public static final String CONFIDENTIAL\_INFORMATION = "received\_info";

}

private static abstract class Columns {

public static final String RECORD\_ID = "record\_id";

public static final String SENDER\_IP = "sender\_ip";

public static final String RECEIVER\_IP = "receiver\_ip";

public static final String TEXT\_DATA = "text\_data";

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || Hibernate.getClass(this) != Hibernate.getClass(o)) return false;

ReceivedInformation that = (ReceivedInformation) o;

return id != null && Objects.equals(id, that.id);

}

@Override

public int hashCode() {

return getClass().hashCode();

}

}

@Entity

@Table(name = Schedule.Tables.SCHEDULE)

@NamedQuery(name = QueryNames.FIND\_ALL,

query = Queries.FIND\_ALL)

@NamedQuery(name = QueryNames.FIND\_FIRST\_BY\_IP,

query = Queries.FIND\_FIRST\_BY\_IP)

@NoArgsConstructor

@ToString

@AllArgsConstructor

@Builder

@Getter

@Setter

public class Schedule implements Serializable {

@Id

@Column(name = Columns.SCHEDULE\_ID, nullable = false)

private Long id;

@OneToMany(mappedBy = "id", cascade = CascadeType.ALL, fetch = FetchType.EAGER)

private List<TimeFrame> timeFrames;

@Column(name = Columns.CLIENT\_IP)

private String clientIp;

public List<TimeFrame> getTimeFrames() {

return timeFrames;

}

public void setTimeFrames(List<TimeFrame> time\_frames) {

this.timeFrames = time\_frames;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getClientIp() {

return clientIp;

}

public void setClientIp(String clientIp) {

this.clientIp = clientIp;

}

public static abstract class Queries {

public static final String FIND\_ALL =

"select distinct s from Schedule s";

public static final String FIND\_FIRST\_BY\_IP =

"select distinct s from Schedule s where s.clientIp = :ip";

}

public static abstract class QueryNames {

public static final String FIND\_ALL = "Schedule.findAll";

public static final String FIND\_FIRST\_BY\_IP = "Schedule.findFirstByIp";

}

public static abstract class Tables {

public static final String SCHEDULE = "schedule";

}

public static abstract class Columns {

public static final String SCHEDULE\_ID = "schedule\_id";

public static final String CLIENT\_IP = "client\_ip";

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || Hibernate.getClass(this) != Hibernate.getClass(o)) return false;

Schedule schedule = (Schedule) o;

return id != null && Objects.equals(id, schedule.id);

}

@Override

public int hashCode() {

return getClass().hashCode();

}

}

@Entity

@Table(name = TimeFrame.Tables.TIME\_FRAME)

@NamedNativeQuery(name = QueryNames.SELECT\_TIMEFRAMES\_FOR\_SCHEDULE, query = Queries.SELECT\_TIMEFRAMES\_FOR\_SCHEDULE)

@NoArgsConstructor

@AllArgsConstructor

@ToString

@Builder

@Getter

@Setter

public class TimeFrame implements Serializable {

private static final String DATE\_PATTERN = "dd-MM-yyyy HH:mm:ss";

private static final String TIMEZONE = "Europe/Samara";

@Id

@Column(name = Columns.TIME\_FRAME\_ID, nullable = false)

private Long id;

@Column(name = Columns.START\_TIME)

@JsonFormat(shape = JsonFormat.Shape.STRING, pattern = DATE\_PATTERN, timezone = TIMEZONE)

@JsonSerialize(using = LocalDateTimeSerializer.class)

@JsonDeserialize(using = LocalDateTimeDeserializer.class)

private LocalDateTime startTime;

@Column(name = Columns.END\_TIME)

@JsonFormat(shape = JsonFormat.Shape.STRING, pattern = DATE\_PATTERN, timezone = TIMEZONE)

@JsonSerialize(using = LocalDateTimeSerializer.class)

@JsonDeserialize(using = LocalDateTimeDeserializer.class)

private LocalDateTime endTime;

@JsonIgnore

@ManyToOne

@JoinColumn(name = "schedule\_id")

private Schedule schedule;

public boolean isIntersectsWith(TimeFrame timeFrame) {

return isMomentInTimeFrame(timeFrame.startTime) || isMomentInTimeFrame(timeFrame.endTime) ||

timeFrame.isMomentInTimeFrame(startTime) || timeFrame.isMomentInTimeFrame(endTime);

}

public boolean isMomentInTimeFrame(LocalDateTime moment) {

return moment.isAfter(startTime) && moment.isBefore(endTime);

}

public LocalDateTime getStartTime() {

return startTime;

}

public void setStartTime(LocalDateTime startTime) {

this.startTime = startTime;

}

public LocalDateTime getEndTime() {

return endTime;

}

public void setEndTime(LocalDateTime endTime) {

this.endTime = endTime;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public Schedule getSchedule() {

return schedule;

}

public void setSchedule(Schedule schedule) {

this.schedule = schedule;

}

public static abstract class Queries {

public static final String SELECT\_TIMEFRAMES\_FOR\_SCHEDULE =

"select \* from time\_frame where schedule\_id = :schedule\_id";

}

public static abstract class QueryNames {

public static final String SELECT\_TIMEFRAMES\_FOR\_SCHEDULE = "TimeFrame.findAllWithSchedule";

}

public static abstract class Tables {

public static final String TIME\_FRAME = "time\_frame";

}

private static abstract class Columns {

public static final String TIME\_FRAME\_ID = "time\_frame\_id";

public static final String START\_TIME = "start\_time";

public static final String END\_TIME = "end\_time";

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || Hibernate.getClass(this) != Hibernate.getClass(o)) return false;

TimeFrame timeFrame = (TimeFrame) o;

return id != null && Objects.equals(id, timeFrame.id);

}

@Override

public int hashCode() {

return getClass().hashCode();

}

}

**Пакет** org.ssau.privatechannel.repository

public abstract class AbstractRepository {

@Autowired

protected EntityManager entityManager;

}

@Slf4j

@Repository

public class AuthKeyRepository extends AbstractRepository {

public AuthorizationKey get() {

try {

return entityManager.createNamedQuery(QueryNames.GET, AuthorizationKey.class).getSingleResult();

}

catch (Exception e) {

log.warn("Header key not placed in database");

return null;

}

}

@Transactional

public void set(AuthorizationKey info) {

entityManager.persist(info);

}

@Transactional

public void delete(AuthorizationKey info) {

entityManager.remove(info);

}

private static abstract class QueryNames {

public static final String GET = "AuthorizationKey.get";

}

}

@Repository

public class ConfidentialInfoRepository extends AbstractRepository {

public List<ConfidentialInfo> findAllByIds(List<Long> ids) {

return entityManager.createNamedQuery(NamedQueries.FIND\_ALL\_BY\_IDS,

ConfidentialInfo.class).setParameter(QueryParams.IDS, ids).getResultList();

}

public List<ConfidentialInfo> nextBatch() {

return entityManager.createNamedQuery(NamedQueries.GET\_BATCH,

ConfidentialInfo.class).getResultList();

}

@Transactional

public void deleteBatch(List<ConfidentialInfo> batch) {

List<Long> ids = new ArrayList<>();

for (ConfidentialInfo record : batch) {

ids.add(record.getId());

}

List<ConfidentialInfo> allByIds = findAllByIds(ids);

for (ConfidentialInfo currentRecord : allByIds) {

entityManager.remove(currentRecord);

}

}

@Transactional

public void addAll(List<ConfidentialInfo> info) {

for (ConfidentialInfo currentRecord : info) {

entityManager.merge(currentRecord);

}

}

public int getInfoCount() {

return ((BigInteger)

(entityManager.createNativeQuery("select count(\*) from conf\_info").getSingleResult())).intValue();

}

private static class NamedQueries {

public static final String FIND\_ALL\_BY\_IDS = "ConfidentialInfo.findAllByIds";

public static final String GET\_BATCH = "ConfidentialInfo.getBatch";

}

private static abstract class QueryParams {

public static final String IDS = "ids";

}

}

@Repository

public class ScheduleRepository extends AbstractRepository {

public Schedule findById(Long id) {

return entityManager.find(Schedule.class, id);

}

public Schedule findNextForIp(String ip) {

try {

List<Schedule> resultList = entityManager.createNamedQuery(NamedQueries.FIND\_FIRST\_BY\_IP, Schedule.class)

.setParameter(QueryParams.IP, ip).getResultList();

if (Objects.isNull(resultList) || resultList.isEmpty()) {

return null;

}

return resultList.get(0);

} catch (NoResultException e) {

return null;

}

}

@Transactional

public void add(Schedule schedule) {

entityManager.persist(schedule);

}

@Transactional

public void addAll(List<Schedule> schedules) {

for (Schedule currentRecord : schedules) {

entityManager.persist(currentRecord);

}

}

@Transactional

public void delete(Schedule schedule) {

Schedule scheduleForDelete = findById(schedule.getId());

entityManager.remove(scheduleForDelete);

}

private static class NamedQueries {

public static final String FIND\_FIRST\_BY\_IP = "Schedule.findFirstByIp";

}

private static class QueryParams {

public static final String IP = "ip";

}

}

@Repository

public class TimeFrameRepository extends AbstractRepository {

@SuppressWarnings("unchecked")

public List<TimeFrame> findAllForSchedule(Long scheduleId) {

return entityManager.createNativeQuery("select \* from time\_frame " +

"where schedule\_id = :schedule\_id", TimeFrame.class)

.setParameter(QueryParams.SCHEDULE\_ID, scheduleId).getResultList();

}

private static class QueryParams {

public static final String SCHEDULE\_ID = "schedule\_id";

}

public void deleteAll(List<TimeFrame> timeFrames) {

for (TimeFrame timeFrame : timeFrames)

entityManager.remove(timeFrame);

}

}

**Пакет** org.ssau.privatechannel.service

@Slf4j

@Service

public class AuthKeyService {

private final AuthKeyRepository authKeyRepository;

private static final Random RANDOMIZER = new Random();

@Autowired

public AuthKeyService(AuthKeyRepository authKeyRepository) {

this.authKeyRepository = authKeyRepository;

}

public AuthorizationKey get() {

return authKeyRepository.get();

}

public void set(AuthorizationKey key) {

if (Objects.isNull(key.getId())) {

key.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

}

authKeyRepository.set(key);

}

public void delete(AuthorizationKey info) {

authKeyRepository.delete(info);

}

public boolean isActual(String key) {

AuthorizationKey actualKey = authKeyRepository.get();

AuthorizationKey expectedKey = new AuthorizationKey(actualKey.getId(), key);

return actualKey.equals(expectedKey);

}

public void generateNewHeaderKey() {

String headerKey = SystemContext.getProperty(SystemProperties.HEADER\_KEY);

AuthorizationKey previousKey = get();

if (Objects.isNull(previousKey))

log.warn("Auth service returned empty result. Key will be created");

else

delete(previousKey);

AuthorizationKey newKey = new AuthorizationKey(null, headerKey);

set(newKey);

}

}

@Service

public class ConfidentialInfoService {

private final ConfidentialInfoRepository infoRepository;

private static final Random RANDOMIZER = new Random();

@Autowired

public ConfidentialInfoService(ConfidentialInfoRepository infoRepository) {

this.infoRepository = infoRepository;

}

public List<ConfidentialInfo> findAllByIds(List<Long> ids) {

return infoRepository.findAllByIds(ids);

}

public List<ConfidentialInfo> nextBatch() {

return infoRepository.nextBatch();

}

public void deleteBatch(List<ConfidentialInfo> batch) {

infoRepository.deleteBatch(batch);

}

public void addAll(List<ConfidentialInfo> info) {

for (ConfidentialInfo confidentialInfo : info) {

if (Objects.isNull(confidentialInfo.getId())) {

confidentialInfo.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

}

}

infoRepository.addAll(info);

}

public int getInfoCount() {

return infoRepository.getInfoCount();

}

}

@Slf4j

@Service

public class IpService {

public Map<String, String> getAllInternalRegisteredIp() throws IOException {

Map<String, String> result = new HashMap<>();

List<String> consoleOutput = CommandRunner.runQuietWithReturn(Commands.GET\_ALL\_INTERFACES\_INFO);

List<String> interfaces = new ArrayList<>();

Pattern adapterNamePattern = Pattern.compile("[^.]+[A-z\\d-() ]+:");

for (String resString : consoleOutput) {

boolean isInterfaceFound;

if (resString.matches(adapterNamePattern.pattern()) && !resString.isEmpty()) {

Matcher matcher = Pattern.compile("[A-z0-9-() ]+").matcher(resString);

isInterfaceFound = matcher.find();

if (isInterfaceFound && !matcher.group().equals(" ")) {

interfaces.add(matcher.group());

}

}

Matcher ipv4Matcher = Pattern.compile("IPv4-").matcher(resString);

if (ipv4Matcher.find()) {

Matcher matcher = Pattern.compile("[0-9]+.[0-9]+.[0-9]+.[0-9]+").matcher(resString);

boolean isIpV4Found = matcher.find();

if (isIpV4Found) {

result.put(interfaces.get(interfaces.size() - 1), matcher.group());

}

}

}

return result;

}

public void blockIP(IpAddress ipAddress, String ruleName) throws IOException {

String command = String.format(Commands.BLOCK\_IP\_ADDRESS, ruleName, Ports.HTTP, ipAddress.getIp());

CommandRunner.run(command);

log.info(String.format("IP address \"%s\" blocked with rule name = \"%s\"", ipAddress.getIp(), ruleName));

}

public void deleteRuleByName(String ruleName) throws IOException {

String command = String.format(Commands.DELETE\_RULE, ruleName);

CommandRunner.run(command);

log.info(String.format("Rule name \"%s\" deleted", ruleName));

}

@Data

@AllArgsConstructor

public static class IpAddress {

private String ip;

}

private static abstract class Commands {

public static final String

GET\_ALL\_INTERFACES\_INFO = "ipconfig",

BLOCK\_IP\_ADDRESS = "netsh advfirewall firewall add rule name=\"%s\" protocol=TCP "

+ "localport=%s action=block dir=IN remoteip=%s",

DELETE\_RULE =

"netsh advfirewall firewall delete rule name=\"%s\"";

}

private static abstract class Ports {

public static final String

HTTP = "8080";

}

}

@Slf4j

@Service

public class NetworkAdapterService {

public void enableInterfaces(String netInterface) throws IOException {

String command = String.format(Commands.ENABLE\_INTERFACE, netInterface);

CommandRunner.runQuiet(command);

log.info(String.format("%s interface now enabled", netInterface));

}

public void disableInterfaces(String netInterface) throws IOException {

String command = String.format(Commands.DISABLE\_INTERFACE, netInterface);

CommandRunner.runQuiet(command);

log.info(String.format("\"%s\" interface now disabled", netInterface));

}

private static abstract class Commands {

public static final String

DISABLE\_INTERFACE = "netsh interface set interface \"%s\" disable",

ENABLE\_INTERFACE = "netsh interface set interface \"%s\" enable";

}

}

@Slf4j

@Service

public class ScheduleService {

private final ScheduleRepository scheduleRepository;

private final TimeFrameRepository timeFrameRepository;

private static final Random RANDOMIZER = new Random();

@Autowired

public ScheduleService(ScheduleRepository scheduleRepository,

TimeFrameRepository timeFrameRepository) {

this.scheduleRepository = scheduleRepository;

this.timeFrameRepository = timeFrameRepository;

}

public Schedule findNextByIp(String ip) {

Schedule schedule = scheduleRepository.findNextForIp(ip);

if (Objects.isNull(schedule)) {

log.info("New schedule for client with ip = {} not found", ip);

return null;

}

List<TimeFrame> timeFrames = timeFrameRepository.findAllForSchedule(schedule.getId());

schedule.setTimeFrames(timeFrames);

log.info("New schedule for client with IP = {} is: {}", ip, schedule);

return schedule;

}

public void add(Schedule schedule) {

if (Objects.isNull(schedule.getId())) {

schedule.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

}

for (TimeFrame timeFrame : schedule.getTimeFrames()) {

timeFrame.setSchedule(schedule);

}

scheduleRepository.add(schedule);

}

public void addAll(List<Schedule> schedules) {

for (Schedule schedule : schedules) {

if (Objects.isNull(schedule.getId())) {

schedule.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

}

for (TimeFrame timeFrame : schedule.getTimeFrames()) {

timeFrame.setSchedule(schedule);

}

}

scheduleRepository.addAll(schedules);

}

@Transactional

public void delete(Schedule schedule) {

List<TimeFrame> timeFrames = timeFrameRepository.findAllForSchedule(schedule.getId());

timeFrameRepository.deleteAll(timeFrames);

scheduleRepository.delete(schedule);

}

public boolean isActualSchedule(Schedule schedule) {

for (TimeFrame timeFrame : schedule.getTimeFrames()) {

if (timeFrame.getStartTime().isBefore(LocalDateTime.now()))

return false;

}

return true;

}

}

@Slf4j

@Service

public class TimerService {

public void createTask(TimerTask task, LocalDateTime time) {

Date fireMoment = Date.from(time.atZone(ZoneId.systemDefault()).toInstant());

new Timer().schedule(task, fireMoment);

}

}

**Пакет** org.ssau.privatechannel.ui

@Slf4j

public class StartPage {

public static final String KEY\_FILE\_NAME = "secret\_key.pckey";

public static void show() throws IOException {

JDialog settingsWindow = new JDialog(new JFrame(), "Application settings", true);

settingsWindow.setSize(DefaultParams.WINDOW\_SIZE);

settingsWindow.setLocation(DefaultParams.LOCATION\_POINT);

settingsWindow.addWindowListener(new WindowAdapter() {

@Override

public void windowClosing(WindowEvent e) {

System.exit(0);

}

});

// Вспомогательная панель

JPanel grid = new JPanel();

GridLayout layout;

if (SystemContext.getProperty(SystemProperties.INSTANCE).equals(Instances.CLIENT)) {

layout = new GridLayout(DefaultParams.ROWS,

DefaultParams.COLUMNS,

DefaultParams.H\_GAP,

DefaultParams.V\_GAP);

} else {

layout = new GridLayout(DefaultParams.ROWS - 2,

DefaultParams.COLUMNS,

DefaultParams.H\_GAP,

DefaultParams.V\_GAP);

}

grid.setLayout(layout);

String[] instances = {SystemContext.getProperty(SystemProperties.INSTANCE)};

IpService ipService = new IpService();

Map<String, String> allInternalRegisteredIp = ipService.getAllInternalRegisteredIp();

List<String> interface2Ip = new ArrayList<>();

for (Map.Entry<String, String> currentPair : allInternalRegisteredIp.entrySet()) {

interface2Ip.add(currentPair.getKey() + "=(" + currentPair.getValue() + ")");

}

String[] interface2IpArray = interface2Ip.toArray(String[]::new);

JComboBox<String> instancesComboBox = new JComboBox<>(instances);

instancesComboBox.setEditable(false);

JComboBox<String> interfacesComboBox = new JComboBox<>(interface2IpArray);

// Selecting instance

grid.add(new JLabel("Select instance:"));

grid.add(instancesComboBox);

grid.add(new JLabel("Input header key:"));

JTextField keyPlaceholder = new JTextField("private\_channel\_key");

grid.add(keyPlaceholder);

// Setup application port

grid.add(new JLabel("Application port"));

JTextField appPort = instances[0]

.equals(Instances.SERVER)?new JTextField(DefaultParams.DEFAULT\_APP\_PORT):new JTextField("8081");

grid.add(appPort);

// DB settings

grid.add(new JLabel("PG instance name:"));

JTextField dbInstanceName = new JTextField("private\_channel");

grid.add(dbInstanceName);

grid.add(new JLabel("PG username:"));

JTextField pgUser = new JTextField("postgres");

grid.add(pgUser);

grid.add(new JLabel("PG password:"));

JTextField pgPassword = new JTextField("postgres");

grid.add(pgPassword);

grid.add(new JLabel("PG instance port:"));

JTextField dbPort = instances[0].equals(Instances.SERVER)?new JTextField("7430"):new JTextField("7431");

grid.add(dbPort);

grid.add(new JLabel("Main database:"));

JTextField mainDatabase = new JTextField("private\_channel");

grid.add(mainDatabase);

// Network interface

grid.add(new JLabel("Using network interface:"));

grid.add(interfacesComboBox);

JTextField serverIp = new JTextField("127.0.0.1:8080");

JTextField receiverIp = new JTextField("127.0.0.1:8081");

JTextField keyFilePath = new JTextField();

keyFilePath.setToolTipText("If empty then will be created a new one");

// Server and other client IPs (only for clients)

if (instances[0].equals(Instances.CLIENT)) {

grid.add(new JLabel("Server ip:"));

grid.add(serverIp);

grid.add(new JLabel("Receiver ip:"));

grid.add(receiverIp);

grid.add(new JLabel("Secret key file path:"));

grid.add(keyFilePath);

}

JButton startButton = new JButton("Start app");

grid.add(startButton);

// =====================================================

JScrollPane clientsIps = null;

JTextField currentClientIp = new JTextField();

JTextArea clientsIpsTextArea = new JTextArea();

currentClientIp.setToolTipText("Write here IP of client...");

currentClientIp.setColumns(15);

if (instances[0].equals(Instances.SERVER)) {

JPanel clientsPanel = new JPanel();

GridBagLayout clientsLayout = new GridBagLayout();

clientsPanel.setLayout(clientsLayout);

clientsIpsTextArea.setRows(10);

clientsIpsTextArea.setColumns(10);

clientsIps = new JScrollPane(clientsIpsTextArea,

JScrollPane.VERTICAL\_SCROLLBAR\_ALWAYS, JScrollPane.HORIZONTAL\_SCROLLBAR\_NEVER);

clientsIpsTextArea.setEditable(false);

clientsPanel.add(new JLabel("Clients IPs for connection "));

clientsPanel.add(clientsIps);

clientsPanel.add(currentClientIp);

JButton addClientButton = new JButton("Add current ip as client");

Set<String> uniqueIps = new HashSet<>();

ActionListener listener = ae -> {

String currentIp = currentClientIp.getText();

if (uniqueIps.contains(currentIp)) {

return;

}

try {

validateAddress(currentIp);

} catch (ValidationException e) {

throw new RuntimeException(e);

}

uniqueIps.add(currentIp);

String currentText = clientsIpsTextArea.getText();

clientsIpsTextArea.setText(String.format("%s\n%s", currentText, currentClientIp.getText()));

};

addClientButton.addActionListener(listener);

clientsPanel.add(addClientButton);

JTabbedPane pane = new JTabbedPane();

pane.addTab("Main settings", grid);

pane.addTab("Clients", clientsPanel);

settingsWindow.getContentPane().add(pane);

} else {

settingsWindow.getContentPane().add(grid);

}

settingsWindow.pack();

ActionListener listener = ae -> {

// Environment setup...

String applicationPort = appPort.getText();

String databaseInstanceName = dbInstanceName.getText();

String headerKey = keyPlaceholder.getText();

String postgresUser = pgUser.getText();

String postgresPassword = pgPassword.getText();

String postgresPort = dbPort.getText();

String postgresDb = mainDatabase.getText();

String network = Objects.requireNonNull(interfacesComboBox.getSelectedItem()).toString();

String serverIpAddress;

String receiverIpAddress;

if (instances[0].equals(Instances.CLIENT)) {

serverIpAddress = serverIp.getText();

receiverIpAddress = receiverIp.getText();

try {

validateAddress(serverIpAddress);

validateAddress(receiverIpAddress);

} catch (ValidationException e) {

log.error("Error during addresses validation", e);

throw new RuntimeException(e);

}

SystemContext.setProperty(SystemProperties.SERVER\_IP, serverIpAddress);

SystemContext.setProperty(SystemProperties.RECEIVER\_IP, receiverIpAddress);

if (!keyFilePath.getText().isEmpty()) {

byte[] key;

try {

key = Files.readAllBytes(Paths.get(keyFilePath.getText()));

KeyHolder.setKey(key);

KeyHolder.setIv(AESUtil.generateIv());

log.debug("Secret key picked up from file");

} catch (IOException e) {

throw new RuntimeException(e);

}

}

else {

try {

KeyHolder.setKey(AESUtil.generateKey(DefaultParams.SECRET\_KEY\_LENGTH));

KeyHolder.setIv(AESUtil.generateIv());

writeToFile(KEY\_FILE\_NAME, KeyHolder.getKey().getEncoded());

log.info("New secret key generated and saved to file {}", KEY\_FILE\_NAME);

} catch (NoSuchAlgorithmException | BadAlgorythmLengthException | IOException e) {

log.error("Error during secret key generation", e);

throw new RuntimeException(e);

}

}

} else {

try {

String clients = clientsIpsTextArea.getText().substring(1);

ClientsHolder.addAllClients(clients.split("\n"));

} catch (Exception e) {

String errorMessage =

"Something wrong during parsing clients ips. " +

"May be you forgot to add at least one client IP?";

showErrorDialog(errorMessage);

throw e;

}

}

try {

validatePort(applicationPort);

validateParameter(SystemProperties.DB\_INSTANCE, databaseInstanceName);

validateParameter(SystemProperties.DB\_USER, postgresUser);

validateParameter(SystemProperties.DB\_PASSWORD, postgresPassword);

validatePort(postgresPort);

validateParameter(SystemProperties.MAIN\_DB, postgresDb);

} catch (ValidationException e) {

throw new RuntimeException(e);

}

SystemContext.setProperty(SystemProperties.APP\_PORT, applicationPort);

SystemContext.setProperty(SystemProperties.DB\_INSTANCE, databaseInstanceName);

SystemContext.setProperty(SystemProperties.HEADER\_KEY, headerKey);

SystemContext.setProperty(SystemProperties.DB\_USER, postgresUser);

SystemContext.setProperty(SystemProperties.DB\_PASSWORD, postgresPassword);

SystemContext.setProperty(SystemProperties.DB\_PORT, postgresPort);

SystemContext.setProperty(SystemProperties.MAIN\_DB, postgresDb);

SystemContext.setProperty(SystemProperties.NETWORK, network.split("=")[0].split(" ")[1]);

Matcher matcher = Pattern.compile("[0-9]+.[0-9]+.[0-9]+.[0-9]+").matcher(network);

boolean isNetworkProvided = matcher.find();

if (isNetworkProvided) {

String currentIp = matcher.group();

try {

validateIp(SystemProperties.CURRENT\_IP, currentIp);

} catch (ValidationException e) {

throw new RuntimeException(e);

}

SystemContext.setProperty(SystemProperties.CURRENT\_IP, currentIp);

}

SystemContext.printAllProperties();

settingsWindow.setVisible(false);

};

startButton.addActionListener(listener);

settingsWindow.setVisible(true);

}

private static void validateParameter(String parameterName, String parameter) throws ValidationException {

if (parameter.isBlank() || parameter.isEmpty()) {

String errorMessage = String.format("Parameter %s not specified", parameterName);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

if (parameter.length() > DefaultParams.MAX\_PARAMETER\_LENGTH) {

String errorMessage = String.format("Parameter is too long. Must be not bigger than %s",

DefaultParams.MAX\_PARAMETER\_LENGTH);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

}

private static void validateIp(String parameterName, String ip) throws ValidationException {

validateParameter(parameterName, ip);

String[] parts = ip.split("\\.");

if (parts.length == 0) {

String errorMessage =

String.format("Invalid ip structure. Must be [0-255].[0-255].[0-255].[0-255]. Got: %s", ip);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

try {

for (String part : parts) {

int parsed = Integer.parseInt(part);

if (parsed < 0 || parsed > 255) {

String errorMessage =

String.format("Invalid part of ip address. Got ip: %s; Invalid part: %s", ip, part);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

}

} catch (NumberFormatException e) {

String errorMessage =

String.format("Invalid part of ip address. Ip must include only digits and dots. Got ip: %s", ip);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

}

private static void validatePort(String port) throws ValidationException {

validateParameter(SystemProperties.DB\_PORT, port);

try {

int parsed = Integer.parseInt(port);

if (parsed < DefaultParams.MIN\_PORT || parsed > DefaultParams.MAX\_PORT) {

String errorMessage = String.format("Invalid port. Must be in range [%s-%s]",

DefaultParams.MIN\_PORT, DefaultParams.MAX\_PORT);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

} catch (NumberFormatException e) {

String errorMessage = String.format("Invalid port. Port must include only digits. Got: %s", port);

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

}

private static void showErrorDialog(String errorMessage) {

log.error(errorMessage);

JFrame jFrame = new JFrame();

JOptionPane.showMessageDialog(jFrame, errorMessage, "Error", JOptionPane.ERROR\_MESSAGE);

}

private static void validateAddress(String address) throws ValidationException {

String[] ipAndPort = address.split(":");

if (ipAndPort.length != 2) {

String errorMessage = "Invalid address: " + address;

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

try {

validateIp("Client IP", ipAndPort[0]);

} catch (ValidationException e) {

String errorMessage = "Invalid ip address: " + ipAndPort[0];

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

try {

validatePort(ipAndPort[1]);

} catch (ValidationException e) {

String errorMessage = "Invalid port for address: " + ipAndPort[1];

showErrorDialog(errorMessage);

throw new ValidationException(errorMessage);

}

}

private static abstract class DefaultParams {

// Window settings

public static final Dimension WINDOW\_SIZE = new Dimension(320, 320);

public static final Point LOCATION\_POINT = new Point(100, 100);

// Grid settings

public static final Integer ROWS = 13;

public static final Integer COLUMNS = 2;

public static final Integer H\_GAP = 8;

public static final Integer V\_GAP = 5;

// Validation constants

public static final int MAX\_PARAMETER\_LENGTH = 50;

public static final int MIN\_PORT = 7000;

public static final int MAX\_PORT = 9000;

// Default params

public static final String DEFAULT\_APP\_PORT = "8080";

public static final int SECRET\_KEY\_LENGTH = 256;

}

private static abstract class Instances {

public static final String CLIENT = "Client";

public static final String SERVER = "Server";

}

private static void writeToFile(String filename, byte[] array) throws IOException {

FileUtils.writeByteArrayToFile(new File(filename), array);

}

}

**Пакет** org.ssau.privatechannel.utils

@Slf4j

public class AESUtil {

private static final List<Integer> VALID\_KEY\_LENGTHS = Arrays.asList(128, 192, 256);

public static final String ALGORITHM = "AES/CBC/PKCS5Padding";

public static SecretKey generateKey(int n) throws NoSuchAlgorithmException, BadAlgorythmLengthException {

if (!VALID\_KEY\_LENGTHS.contains(n)) {

String logMessage = String.format("Incorrect secret key length: %s. Must be one of %s",

n, VALID\_KEY\_LENGTHS);

log.error(logMessage);

throw new BadAlgorythmLengthException(logMessage);

}

KeyGenerator keyGenerator = KeyGenerator.getInstance("AES");

keyGenerator.init(n);

return keyGenerator.generateKey();

}

public static IvParameterSpec generateIv() {

byte[] iv = new byte[16];

new SecureRandom().nextBytes(iv);

return new IvParameterSpec(iv);

}

public static String encrypt(String input, SecretKey key, IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

Cipher cipher = Cipher.getInstance(ALGORITHM);

cipher.init(Cipher.ENCRYPT\_MODE, key, iv);

byte[] cipherText = cipher.doFinal(input.getBytes());

return Base64.getEncoder()

.encodeToString(cipherText);

}

public static String decrypt(String cipherText, SecretKey key, IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

Cipher cipher = Cipher.getInstance(ALGORITHM);

cipher.init(Cipher.DECRYPT\_MODE, key, iv);

byte[] plainText = cipher.doFinal(Base64.getDecoder()

.decode(cipherText));

return new String(plainText);

}

public static SealedObject encryptObject(Serializable object,

SecretKey key,

IvParameterSpec iv) throws NoSuchPaddingException,

NoSuchAlgorithmException, InvalidAlgorithmParameterException,

InvalidKeyException, IOException, IllegalBlockSizeException {

Cipher cipher = Cipher.getInstance(ALGORITHM);

cipher.init(Cipher.ENCRYPT\_MODE, key, iv);

return new SealedObject(object, cipher);

}

public static Serializable decryptObject(SealedObject sealedObject,

SecretKey key, IvParameterSpec iv) throws NoSuchPaddingException,

NoSuchAlgorithmException, InvalidAlgorithmParameterException, InvalidKeyException,

ClassNotFoundException, BadPaddingException, IllegalBlockSizeException,

IOException {

Cipher cipher = Cipher.getInstance(ALGORITHM);

cipher.init(Cipher.DECRYPT\_MODE, key, iv);

return (Serializable) sealedObject.getObject(cipher);

}

public static ConfidentialInfo encryptConfInfo(ConfidentialInfo info, SecretKey key, IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

return ConfidentialInfo.builder()

.id(info.getId())

.senderIP(info.getSenderIP())

.receiverIP(info.getReceiverIP())

.data(encryptMap(info.getData(), key, iv))

.build();

}

public static List<ConfidentialInfo> encryptBatchInfo(List<ConfidentialInfo> info,

SecretKey key,

IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

List<ConfidentialInfo> result = new ArrayList<>();

for (ConfidentialInfo record : info) {

result.add(encryptConfInfo(record, key, iv));

}

return result;

}

public static ReceivedInformation decryptConfInfo(ReceivedInformation info,

SecretKey key,

IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

return ReceivedInformation.builder()

.id(info.getId())

.senderIP(info.getSenderIP())

.receiverIP(info.getReceiverIP())

.data(decryptMap(info.getData(), key, iv))

.build();

}

public static List<ReceivedInformation> decryptBatchInfo(List<ReceivedInformation> info,

SecretKey key,

IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

List<ReceivedInformation> result = new ArrayList<>();

for (ReceivedInformation record : info) {

result.add(decryptConfInfo(record, key, iv));

}

return result;

}

public static Map<String, Object> encryptMap(Map<String, Object> map,

SecretKey key,

IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

Map<String, Object> result = new HashMap<>();

for (Map.Entry<String, Object> record : map.entrySet()) {

result.put(

encrypt(record.getKey(), key, iv),

encrypt(record.getValue().toString(), key, iv)

);

}

return result;

}

public static Map<String, Object> decryptMap(Map<String, Object> map,

SecretKey key,

IvParameterSpec iv)

throws NoSuchPaddingException,

NoSuchAlgorithmException,

InvalidAlgorithmParameterException,

InvalidKeyException,

BadPaddingException,

IllegalBlockSizeException {

Map<String, Object> result = new HashMap<>();

for (Map.Entry<String, Object> record : map.entrySet()) {

result.put(

decrypt(record.getKey(), key, iv),

decrypt(record.getValue().toString(), key, iv)

);

}

return result;

}

}

@Slf4j

public class ApplicationInstaller {

public static void run(String instance) throws IOException, InterruptedException,

DockerMissingException, InvalidInstanceTypeException {

DockerInstaller.run();

SystemContext.setProperty(SystemProperties.DB\_URL, DefaultDbParams.DEFAULT\_DB\_URL);

SystemContext.setProperty(SystemProperties.DB\_USER, DefaultDbParams.DEFAULT\_DB\_USERNAME);

SystemContext.setProperty(SystemProperties.DB\_PASSWORD, DefaultDbParams.DEFAULT\_DB\_PASSWORD);

log.info("Single database will be installed");

if (Instances.SERVER.equals(instance) || Instances.CLIENT.equals(instance)) {

DbClusterInstaller.singleInstall(instance);

} else {

log.error("Invalid instance type provided during database deployment: {}. Must be {} or {}",

instance, Instances.SERVER, Instances.CLIENT);

throw new InvalidInstanceTypeException("Invalid instance type provided during application installation");

}

}

private static abstract class DefaultDbParams {

public static final String DEFAULT\_DB\_URL = "jdbc:postgresql://localhost:%s/private\_channel";

public static final String DEFAULT\_DB\_USERNAME = "postgres";

public static final String DEFAULT\_DB\_PASSWORD = "postgres";

}

}

public class ClientsHolder {

private static final List<String> CLIENTS\_IPS = new ArrayList<>();

public static void addAllClients(String[] clients) {

List<String> newClients = Arrays.asList(clients);

CLIENTS\_IPS.addAll(newClients);

}

public static List<String> getAllClients() {

return CLIENTS\_IPS;

}

}

public class CommandRunner {

public static void run(String command) throws IOException {

runWithReturn(command);

}

public static List<String> runQuietWithReturn(String command) throws IOException {

ProcessBuilder builder = new ProcessBuilder(

"cmd.exe", "/c", command);

builder.redirectErrorStream(true);

Process process = builder.start();

InputStreamReader inputStreamReader = new InputStreamReader(process.getInputStream());

BufferedReader r = new BufferedReader(inputStreamReader);

List<String> fullConsoleOutput = new ArrayList<>();

String line;

while (true) {

line = r.readLine();

if (Objects.isNull(line)) {

break;

}

fullConsoleOutput.add(line);

}

return fullConsoleOutput;

}

public static List<String> runWithReturn(String command) throws IOException {

ProcessBuilder builder = new ProcessBuilder(

"cmd.exe", "/c", command);

builder.redirectErrorStream(true);

Process process = builder.start();

InputStreamReader inputStreamReader = new InputStreamReader(process.getInputStream());

BufferedReader r = new BufferedReader(inputStreamReader);

List<String> fullConsoleOutput = new ArrayList<>();

String line;

while (true) {

line = r.readLine();

if (Objects.isNull(line)) {

break;

}

fullConsoleOutput.add(line);

System.out.println(line);

}

return fullConsoleOutput;

}

public static void runQuiet(String command) throws IOException {

ProcessBuilder builder = new ProcessBuilder(

"cmd.exe", "/c", command);

builder.redirectErrorStream(true);

Process process = builder.start();

InputStreamReader inputStreamReader = new InputStreamReader(process.getInputStream());

BufferedReader r = new BufferedReader(inputStreamReader);

String line;

while (true) {

line = r.readLine();

if (line == null) {

break;

}

}

}

}

@Slf4j

public class DbClusterInstaller {

private static final String DEFAULT\_CONTAINER\_PREFIX = "pc";

public static void singleInstall(String instance) throws IOException, InvalidInstanceTypeException, InterruptedException {

if (!instance.equals(Instances.SERVER) && !instance.equals(Instances.CLIENT)) {

log.error("Invalid instance type provided during database deployment: {}. Must be {} or {}",

instance, Instances.SERVER, Instances.CLIENT);

throw new InvalidInstanceTypeException("DB Installation must be only for server or client instance");

}

String dbUrl = SystemContext.getProperty(SystemProperties.DB\_URL);

String dbPort = SystemContext.getProperty(SystemProperties.DB\_PORT);

String containerName = String.format("%s\_%s", DEFAULT\_CONTAINER\_PREFIX, dbPort);

SystemContext.setProperty(SystemProperties.DB\_URL, String.format(dbUrl, dbPort));

List<String> consoleOutput =

CommandRunner.runWithReturn(String.format(Commands.GET\_CONTAINER\_INFO, containerName));

if (consoleOutput.size() > 1) {

log.info("Database container \"{}\" already exist", containerName);

String containerInfo = consoleOutput.get(1);

runContainerIfStopped(containerInfo);

} else {

log.info("Database container \"{}\" not exist. Starting database installation...", containerName);

String port = SystemContext.getProperty(SystemProperties.DB\_PORT);

PostgresInstaller.run(containerName, port);

}

}

private static void runContainerIfStopped(String containerInfo) throws IOException {

if (!containerInfo.contains(ContainerStatuses.EXITED)) {

log.info("Container already running");

return;

}

log.info("Container exist but not running. Starting container...");

String containerId = containerInfo.split(" ")[0];

CommandRunner.run(String.format(Commands.START\_CONTAINER\_BY\_ID, containerId));

}

private static class Commands {

public static final String GET\_CONTAINER\_INFO = "docker ps -f name=%s -a";

public static final String START\_CONTAINER\_BY\_ID = "docker start %s";

}

public static class Instances {

public static final String SERVER = "server\_db";

public static final String CLIENT = "client\_db";

}

private static class ContainerStatuses {

public static final String EXITED = "Exited";

}

}

@Slf4j

public class DockerInstaller {

private static final String DOCKER\_DESKTOP\_DOWNLOAD\_LINK =

"https://desktop.docker.com/win/main/amd64/Docker%20Desktop%20Installer.exe";

private static final String INSTALLER\_PATH = "installation/docker/";

private static final String INSTALLER\_FILE\_NAME = "Docker Desktop Installer.exe";

private static final String DOCKER\_TASK\_NAME = "Docker Desktop.exe";

private static final Integer MAX\_WAIT\_TIME\_SECONDS = 600;

private static final Integer DEFAULT\_DELAY\_IN\_SECONDS = 15;

public static void run() throws IOException, InterruptedException, DockerMissingException {

log.info("Docker starting with timeout {} ...", MAX\_WAIT\_TIME\_SECONDS);

boolean dockerStarted = startDocker();

// Docker not installed

if (!dockerStarted) {

log.info("Docker Desktop not installed on current PC. Installation of docker desktop will be offer");

boolean isDockerCanBeInstalled = showOfferDockerInstallationPopUp();

if (isDockerCanBeInstalled) {

log.info("Starting docker desktop installation...");

CommandRunner.runQuiet(Commands.DOWNLOAD\_DOCKER\_DESKTOP); // Work

CommandRunner.run(Commands.DOCKER\_QUIET\_INSTALL); // Work

CommandRunner.run(Commands.DELETE\_DOCKER\_INSTALLER); // Work

startDocker();

} else {

log.error("Docker will not be installed on current PC: user cancelled installation. Exiting...");

throw new DockerMissingException("Docker-Desktop is required for private-channel application");

}

}

log.info("Docker successfully started");

}

private static boolean startDocker() throws InterruptedException, IOException {

final boolean[] isDockerInstalled = {true};

Thread thread = new Thread() {

@SneakyThrows

@Override

public void run() {

String result = CommandRunner.runWithReturn(Commands.RUN\_DOCKER).get(0);

if (!result.equals("Successful"))

isDockerInstalled[0] = false;

}

};

thread.start();

int timeSpent = 0;

while (true) {

Thread.sleep(TimeUnit.SECONDS.toMillis(DEFAULT\_DELAY\_IN\_SECONDS));

timeSpent += DEFAULT\_DELAY\_IN\_SECONDS;

if (!isDockerInstalled[0]) {

return false;

}

log.info("Wait for docker started...");

List<String> consoleOutput =

CommandRunner.runQuietWithReturn(Commands.GET\_PROCESSES\_LIST);

for (String task : consoleOutput) {

if (task.contains(DOCKER\_TASK\_NAME)) {

thread.interrupt();

return true;

}

}

if (timeSpent >= MAX\_WAIT\_TIME\_SECONDS) {

String errorMessage = "Timeout reached while trying to start docker";

log.error(errorMessage);

throw new InterruptedException(errorMessage);

}

}

}

private static boolean showOfferDockerInstallationPopUp() {

JFrame jFrame = new JFrame();

int result = JOptionPane.showConfirmDialog(jFrame,

"Docker not installed on your computer. Would you like to install docker? (Docker is required)");

return result == 0;

}

private static abstract class Commands {

public static final String RUN\_DOCKER = "\"C:\\Program Files\\Docker\\Docker\\Docker Desktop.exe\" & echo Successful";

public static final String DOWNLOAD\_DOCKER\_DESKTOP =

String.format("cd %s & wget %s", INSTALLER\_PATH, DOCKER\_DESKTOP\_DOWNLOAD\_LINK);

public static final String DOCKER\_QUIET\_INSTALL =

String.format("cd %s & \"%s\" install --quiet", INSTALLER\_PATH, INSTALLER\_FILE\_NAME);

public static final String DELETE\_DOCKER\_INSTALLER =

String.format("cd %s & del \"%s\"", INSTALLER\_PATH, INSTALLER\_FILE\_NAME);

public static final String GET\_PROCESSES\_LIST = "tasklist.exe";

}

}

public class KeyHolder {

private static SecretKey key;

private static IvParameterSpec iv;

public static SecretKey getKey() {

return key;

}

public static void setKey(SecretKey key) {

KeyHolder.key = key;

}

public static void setKey(byte[] key) {

KeyHolder.key = new SecretKeySpec(key, AESUtil.ALGORITHM);

}

public static IvParameterSpec getIv() {

return iv;

}

public static void setIv(IvParameterSpec iv) {

KeyHolder.iv = iv;

}

}

@Slf4j

public class PostgresInstaller {

private static final String DB\_INSTALLATION\_JAR\_PATH = "installation/db\_installation-1.0.jar";

private static final String SETTINGS\_FILE\_PATH = "installation/default\_settings.json";

private static final String DEFAULT\_USERNAME = "postgres";

private static final String DEFAULT\_PASSWORD = "postgres";

private static final String DEFAULT\_DB\_NAME = "private\_channel";

private static final Integer MAX\_WAIT\_TIME\_SECONDS = 600;

private static final Integer DEFAULT\_DELAY\_IN\_SECONDS = 10;

public static void run(String containerName, String port) throws IOException, InterruptedException {

log.info("Start container [name = {}] creation with timeout = {}", containerName, MAX\_WAIT\_TIME\_SECONDS);

Thread thread = new Thread() {

@SneakyThrows

@Override

public void run() {

createSettingsFile(containerName, port);

String command = String.format(Commands.START\_CONTAINER\_INSTALLATION,

DB\_INSTALLATION\_JAR\_PATH,

SETTINGS\_FILE\_PATH);

CommandRunner.run(command);

}

};

thread.start();

int timeSpent = 0;

while (true) {

Thread.sleep(TimeUnit.SECONDS.toMillis(DEFAULT\_DELAY\_IN\_SECONDS));

timeSpent += DEFAULT\_DELAY\_IN\_SECONDS;

log.info("Wait for container {} started...", containerName);

List<String> consoleOutput =

CommandRunner.runQuietWithReturn(String.format(Commands.GET\_CONTAINER\_INFO, containerName));

if (consoleOutput.size() > 1) {

log.info("Database container \"{}\" started", containerName);

thread.interrupt();

break;

}

if (timeSpent >= MAX\_WAIT\_TIME\_SECONDS) {

String errorMessage = "Timeout reached during container creation";

log.error(errorMessage);

throw new InterruptedException(errorMessage);

}

}

log.info("Container \"{}\" created and started", containerName);

}

private static void createSettingsFile(String dbName, String port) throws IOException {

ContainerSettings settings = getDefaultSettings(dbName, port);

String settingsJson = new ObjectMapper().writeValueAsString(settings);

FileWriter writer = new FileWriter(SETTINGS\_FILE\_PATH);

writer.write(settingsJson);

writer.close();

}

private static ContainerSettings getDefaultSettings(String instanceName, String port) {

ContainerSettings settings = new ContainerSettings();

settings.setInstanceName(instanceName);

settings.setUser(DEFAULT\_USERNAME);

settings.setPassword(DEFAULT\_PASSWORD);

settings.setDb(DEFAULT\_DB\_NAME);

settings.setPort(port);

return settings;

}

private static abstract class Commands {

public static final String START\_CONTAINER\_INSTALLATION

= "java -jar %s -settingsFile=%s";

public static final String GET\_CONTAINER\_INFO = "docker ps -f name=%s";

}

@Data

@NoArgsConstructor

@AllArgsConstructor

@Builder

private static class ContainerSettings {

private String instanceName;

private String user;

private String password;

private String db;

private String port;

}

}

@Slf4j

public class Sha512EncoderService {

public static String getHash(String input) {

try {

MessageDigest md = MessageDigest.getInstance("SHA-512");

byte[] messageDigest = md.digest(input.getBytes());

BigInteger no = new BigInteger(1, messageDigest);

StringBuilder hashtext = new StringBuilder(no.toString(16));

while (hashtext.length() < 32) {

hashtext.insert(0, "0");

}

return hashtext.toString();

} catch (NoSuchAlgorithmException e) {

log.error("Data encryption failed", e);

throw new RuntimeException(e);

}

}

}

@Slf4j

public class SystemContext {

public static final Map<String, String> context = new HashMap<>();

public static void setProperty(String propertyName, String value) {

context.put(propertyName, value);

}

public static String getProperty(String propertyName) {

return context.get(propertyName);

}

public static void printAllProperties() {

for (Map.Entry<String, String> property : context.entrySet()) {

String prop = String.format("Property [%s] = [%s]", property.getKey(), property.getValue());

log.info(prop);

}

}

}

public abstract class ThreadsHolder {

private static final Map<String, Thread> RUNNING\_THREADS = new HashMap<>();

public static synchronized void addAndRunThread(String id, Thread thread) {

thread.start();

RUNNING\_THREADS.put(id, thread);

}

public static synchronized void removeAndStopById(String id) {

if (RUNNING\_THREADS.containsKey(id)) {

Thread thread = RUNNING\_THREADS.get(id);

thread.interrupt();

}

}

}

**Тесты:**

class AESKeyGeneratorTest {

private static final String TEST\_IP = "10.20.30.40";

private final Random RANDOMIZER = new Random();

@BeforeEach

void setUp() {

}

@Test

void givenString\_whenEncrypt\_thenSuccess()

throws NoSuchAlgorithmException,

IllegalBlockSizeException,

InvalidKeyException,

BadPaddingException,

InvalidAlgorithmParameterException,

NoSuchPaddingException,

BadAlgorythmLengthException {

String input = UUID.randomUUID().toString();

SecretKey key = AESUtil.generateKey(128);

IvParameterSpec ivParameterSpec = AESUtil.generateIv();

String cipherText = AESUtil.encrypt(input, key, ivParameterSpec);

String plainText = AESUtil.decrypt(cipherText, key, ivParameterSpec);

Assertions.assertEquals(input, plainText);

}

@Test

void givenObject\_whenEncrypt\_thenSuccess()

throws NoSuchAlgorithmException,

IllegalBlockSizeException,

InvalidKeyException,

InvalidAlgorithmParameterException,

NoSuchPaddingException,

IOException,

BadPaddingException,

ClassNotFoundException,

BadAlgorythmLengthException {

ConfidentialInfo info = ConfidentialInfo.builder()

.id(RANDOMIZER.nextLong())

.receiverIP(TEST\_IP)

.data(generateRandomData())

.build();

SecretKey key = AESUtil.generateKey(128);

IvParameterSpec ivParameterSpec = AESUtil.generateIv();

SealedObject sealedObject = AESUtil.encryptObject(info, key, ivParameterSpec);

ConfidentialInfo object = (ConfidentialInfo) AESUtil.decryptObject(sealedObject, key, ivParameterSpec);

Assertions.assertSame(info, object);

}

private Map<String, Object> generateRandomData() {

int MAX\_DATA\_ROWS\_COUNT = 10;

int rowsCount = 1 + (Math.abs(RANDOMIZER.nextInt()) % (MAX\_DATA\_ROWS\_COUNT));

Map<String, Object> result = new HashMap<>();

for (int i = 0; i < rowsCount; ++i) {

result.put(UUID.randomUUID().toString(), UUID.randomUUID() + UUID.randomUUID().toString());

}

return result;

}

}

**Модуль** client

**Пакет** org.ssau.privatechannel.config

@Configuration

@ComponentScan(basePackages = "java")

@EnableTransactionManagement

public class DataSourceConfig {

private static final String POSTGRES\_DIALECT = "org.hibernate.dialect.PostgreSQL94Dialect";

@Bean

public DataSource getDataSource() {

String url = SystemContext.getProperty(SystemProperties.DB\_URL);

String username = SystemContext.getProperty(SystemProperties.DB\_USER);

String password = SystemContext.getProperty(SystemProperties.DB\_PASSWORD);

DataSourceBuilder<?> dataSourceBuilder = DataSourceBuilder.create();

dataSourceBuilder.url(url);

dataSourceBuilder.username(username);

dataSourceBuilder.password(password);

return dataSourceBuilder.build();

}

@Bean

public Properties hibernateProperties() {

Properties hibernateProp = new Properties();

hibernateProp.put(HibernateProps.DIALECT, POSTGRES\_DIALECT);

hibernateProp.put(HibernateProps.SHOW\_SQL, Boolean.FALSE.toString());

hibernateProp.put(HibernateProps.AUTO\_DDL, "update");

hibernateProp.put(HibernateProps.SQL\_FORMAT, Boolean.TRUE.toString());

return hibernateProp;

}

@Bean

public PlatformTransactionManager transactionManager() {

return new JpaTransactionManager(entityManagerFactory());

}

@Bean

public JpaVendorAdapter jpaVendorAdapter() {

return new HibernateJpaVendorAdapter();

}

@Bean

public EntityManagerFactory entityManagerFactory() {

LocalContainerEntityManagerFactoryBean factoryBean = new LocalContainerEntityManagerFactoryBean();

factoryBean.setPackagesToScan("org/ssau/privatechannel/model");

factoryBean.setDataSource(getDataSource());

factoryBean.setJpaVendorAdapter(new HibernateJpaVendorAdapter());

factoryBean.setJpaProperties(hibernateProperties());

factoryBean.setJpaVendorAdapter(jpaVendorAdapter());

factoryBean.afterPropertiesSet();

return factoryBean.getNativeEntityManagerFactory();

}

private static abstract class HibernateProps {

public static final String DIALECT = "hibernate.dialect";

public static final String SHOW\_SQL = "hibernate.show\_sql";

public static final String AUTO\_DDL = "hibernate.hbm2ddl.auto";

public static final String SQL\_FORMAT = "hibernate.format\_sql";

}

}

@Configuration

public class RestTemplateConfig {

@Bean

public RestTemplate getRestTemplate() {

return new RestTemplate();

}

}

@Configuration

public class ServletConfig implements WebServerFactoryCustomizer<ConfigurableWebServerFactory> {

@Override

public void customize(ConfigurableWebServerFactory factory) {

String appPort = SystemContext.getProperty(SystemProperties.APP\_PORT);

factory.setPort(Integer.parseInt(appPort));

}

}

**Пакет** org.ssau.privatechannel.controller

@Slf4j

@RestController

@RequestMapping(value = Endpoints.API\_V1\_CLIENT)

public class ConfidentialDataController {

private final ReceivedInfoService receivedInfoService;

private final AuthKeyService authKeyService;

@Autowired

public ConfidentialDataController(ReceivedInfoService receivedInfoService,

AuthKeyService authKeyService) {

this.receivedInfoService = receivedInfoService;

this.authKeyService = authKeyService;

}

@PostMapping(value = Endpoints.UPLOAD\_DATA, consumes = MediaType.APPLICATION\_JSON\_VALUE)

public ResponseEntity<?> uploadData(@RequestHeader(SystemProperties.HEADER\_KEY) String headerKey,

@RequestBody List<ReceivedInformation> confidentialInfo) {

try {

checkHeaderKey(headerKey);

}

catch (HeaderKeyNotActualException e) {

return new ResponseEntity<>(HttpStatus.EXPECTATION\_FAILED);

}

try {

confidentialInfo = AESUtil.decryptBatchInfo(confidentialInfo,

KeyHolder.getKey(),

KeyHolder.getIv());

} catch (Exception e) {

log.error("Error during data decryption", e);

return new ResponseEntity<>(HttpStatus.INTERNAL\_SERVER\_ERROR);

}

log.info("Received data [from IP={}]: {}",

confidentialInfo.get(0).getSenderIP(), confidentialInfo);

receivedInfoService.addAll(confidentialInfo);

return new ResponseEntity<>(HttpStatus.OK);

}

private void checkHeaderKey(String key) throws HeaderKeyNotActualException {

if (!authKeyService.isActual(key)) {

String errorMessage = String.format("Key %s not actual and not persisted in database", key);

log.error(errorMessage);

throw new HeaderKeyNotActualException(errorMessage);

}

}

}

@Slf4j

@RestController

@RequestMapping(value = Endpoints.API\_V1\_CLIENT)

public class GenerateDataController {

private final ConfidentialInfoService infoService;

private final RandomDataGenerator dataGenerator;

@Autowired

public GenerateDataController(ConfidentialInfoService infoService,

RandomDataGenerator dataGenerator) {

this.infoService = infoService;

this.dataGenerator = dataGenerator;

}

@PostMapping(value = Endpoints.GENERATE\_DATA)

public void generate(@PathVariable("count") Integer count) {

log.debug("Generate test data...");

List<ConfidentialInfo> data = dataGenerator.generate(count);

infoService.addAll(data);

}

}

@Slf4j

@RestController

@RequestMapping(path = Endpoints.API\_V1\_CLIENT)

public class ScheduleController {

private final ScheduleService scheduleService;

private final TasksService tasksService;

private final AuthKeyService authKeyService;

@Autowired

public ScheduleController(ScheduleService scheduleService,

TasksService tasksService,

AuthKeyService authKeyService) {

this.scheduleService = scheduleService;

this.tasksService = tasksService;

this.authKeyService = authKeyService;

}

@PostMapping(value = Endpoints.SCHEDULE, consumes = MediaType.APPLICATION\_JSON\_VALUE)

public ResponseEntity<?> saveSchedule(@RequestBody Schedule schedule) {

authKeyService.generateNewHeaderKey();

scheduleService.add(schedule);

tasksService.plan(schedule);

return new ResponseEntity<>(HttpStatus.ACCEPTED);

}

}

**Пакет** org.ssau.privatechannel.firetasks

@Slf4j

public class AskNewScheduleTask extends TimerTask {

private final RestTemplate restTemplate;

private final IpService ipService;

private final NetworkAdapterService networkAdapterService;

private final ScheduleService scheduleService;

public AskNewScheduleTask(RestTemplate restTemplate,

IpService ipService,

NetworkAdapterService networkAdapterService,

ScheduleService scheduleService) {

this.restTemplate = restTemplate;

this.ipService = ipService;

this.networkAdapterService = networkAdapterService;

this.scheduleService = scheduleService;

}

@Override

public void run() {

String serverIp = SystemContext.getProperty(SystemProperties.SERVER\_IP);

String urlRequestSchedule = UrlSchemas.HTTP +

serverIp +

Endpoints.API\_V1\_SERVER +

Endpoints.GET\_NEW\_SCHEDULE;

String currentIp = SystemContext.getProperty(SystemProperties.CURRENT\_IP);

HttpEntity<String> httpEntity = new HttpEntity<>(currentIp);

log.info("Requesting new schedule from server [url = {}]", urlRequestSchedule);

ResponseEntity<Schedule> scheduleResponseEntity =

restTemplate.postForEntity(urlRequestSchedule, httpEntity, Schedule.class);

if (!scheduleResponseEntity.getStatusCode().is2xxSuccessful()) {

log.error("Could not get schedule from server. Server returned {}",

scheduleResponseEntity.getStatusCode());

System.exit(0);

}

String urlProvideScheduleToClient = UrlSchemas.HTTP +

currentIp +

Endpoints.API\_V1\_CLIENT +

Endpoints.SCHEDULE;

if (Objects.isNull(scheduleResponseEntity.getBody())) {

log.info("Schedule does not exist right now. Exiting program...");

System.exit(0);

}

log.info("New schedule got: {}", scheduleResponseEntity.getBody());

HttpEntity<?> scheduleEntity = new HttpEntity<>(scheduleResponseEntity.getBody());

ResponseEntity<String> response =

restTemplate.postForEntity(urlProvideScheduleToClient, scheduleEntity, String.class);

if (!response.getStatusCode().is2xxSuccessful()) {

log.error("Could not send new schedule to client. Client returned {}",

scheduleResponseEntity.getStatusCode());

System.exit(0);

}

EndDataTransferringTask endDataTransferringTask = new EndDataTransferringTask(

ipService, networkAdapterService, scheduleService, scheduleResponseEntity.getBody());

endDataTransferringTask.run();

}

}

public class EndDataTransferringTask extends TimerTask {

private final IpService ipService;

private final NetworkAdapterService networkAdapterService;

private final ScheduleService scheduleService;

private final Schedule schedule;

public EndDataTransferringTask(IpService ipService,

NetworkAdapterService networkAdapterService,

ScheduleService scheduleService,

Schedule schedule) {

this.ipService = ipService;

this.networkAdapterService = networkAdapterService;

this.scheduleService = scheduleService;

this.schedule = schedule;

}

@SneakyThrows

@Override

public void run() {

ipService.deleteRuleByName(FirewallRuleNames.UNBLOCK\_IP);

String serverIp = SystemContext.getProperty(SystemProperties.SERVER\_IP);

String receiverIp = SystemContext.getProperty(SystemProperties.RECEIVER\_IP);

ipService.blockIP(new IpService.IpAddress(serverIp), FirewallRuleNames.BLOCK\_IP);

ipService.blockIP(new IpService.IpAddress(receiverIp), FirewallRuleNames.BLOCK\_IP);

String networkInterface = SystemContext.getProperty(SystemProperties.NETWORK);

networkAdapterService.disableInterfaces(networkInterface);

scheduleService.delete(schedule);

ThreadsHolder.removeAndStopById(StartDataTransferringTask.THREAD\_NAME);

}

}

**Пакет** org.ssau.privatechannel.repository

@Repository

public class ReceivedInfoRepository extends AbstractRepository {

@Transactional

public void addAll(List<ReceivedInformation> info) {

for (ReceivedInformation currentRecord : info) {

entityManager.merge(currentRecord);

}

}

}

**Пакет** org.ssau.privatechannel.service

@Service

public class ReceivedInfoService {

private final ReceivedInfoRepository infoRepository;

@Autowired

public ReceivedInfoService(ReceivedInfoRepository infoRepository) {

this.infoRepository = infoRepository;

}

public void addAll(List<ReceivedInformation> info) {

infoRepository.addAll(info);

}

}

@Slf4j

@Service

public class TasksService {

private final ConfidentialInfoService infoService;

private final ScheduleService scheduleService;

private final IpService ipService;

private final NetworkAdapterService networkAdapterService;

private final RestTemplate restTemplate;

private final TimerService timerService;

@Autowired

public TasksService(ConfidentialInfoService infoService,

IpService ipService,

TimerService timerService,

NetworkAdapterService networkAdapterService,

RestTemplate restTemplate,

ScheduleService scheduleService) {

this.infoService = infoService;

this.ipService = ipService;

this.networkAdapterService = networkAdapterService;

this.restTemplate = restTemplate;

this.timerService = timerService;

this.scheduleService = scheduleService;

}

public void plan(Schedule schedule) {

List<TimeFrame> timeFrames = schedule.getTimeFrames();

for (TimeFrame timeFrame : timeFrames) {

LocalDateTime startTime = timeFrame.getStartTime();

LocalDateTime endTime = timeFrame.getEndTime();

String currentIp = SystemContext.getProperty(SystemProperties.CURRENT\_IP);

String receiverIp = SystemContext.getProperty(SystemProperties.RECEIVER\_IP);

StartDataTransferringTask startTransferringTask =

new StartDataTransferringTask(infoService,

restTemplate,

ipService,

networkAdapterService);

startTransferringTask.setReceiverIp(receiverIp);

timerService.createTask(startTransferringTask, startTime);

log.info("Transferring data from client [IP={}] to client [IP={}] will be started at {}",

currentIp, receiverIp, startTime);

if (isLastTimeframe(schedule, timeFrame)) {

AskNewScheduleTask askNewScheduleTask = new AskNewScheduleTask(

restTemplate,

ipService,

networkAdapterService,

scheduleService);

log.info("New schedule will be requested at {}", timeFrame.getEndTime());

timerService.createTask(askNewScheduleTask, timeFrame.getEndTime());

break;

}

EndDataTransferringTask endTransferringTask =

new EndDataTransferringTask(ipService, networkAdapterService, scheduleService, schedule);

timerService.createTask(endTransferringTask, endTime);

log.info("Transferring data from client [IP={}] to client [IP={}] will be end at {}",

currentIp, receiverIp, endTime);

}

}

private boolean isLastTimeframe(Schedule schedule, TimeFrame timeFrame) {

List<TimeFrame> timeFrames = schedule.getTimeFrames();

return timeFrames.get(timeFrames.size()-1).equals(timeFrame);

}

}

**Пакет** org.ssau.privatechannel.utils

@Component

public class RandomDataGenerator {

private final Random RANDOMIZER = new Random();

public List<ConfidentialInfo> generate(int count) {

List<ConfidentialInfo> info = new ArrayList<>();

for (int i = 0; i < count; ++i) {

ConfidentialInfo currentRecord = ConfidentialInfo.builder()

.id(null)

.data(generateRandomData())

.build();

info.add(currentRecord);

}

return info;

}

public List<ReceivedInformation> generateReceivedData(int count) {

List<ReceivedInformation> info = new ArrayList<>();

for (int i = 0; i < count; ++i) {

ReceivedInformation currentRecord = ReceivedInformation.builder()

.id(null)

.data(generateRandomData())

.build();

info.add(currentRecord);

}

return info;

}

private Map<String, Object> generateRandomData() {

int MAX\_DATA\_ROWS\_COUNT = 10;

int rowsCount = 1 + (Math.abs(RANDOMIZER.nextInt()) % (MAX\_DATA\_ROWS\_COUNT));

Map<String, Object> result = new HashMap<>();

for (int i = 0; i < rowsCount; ++i) {

result.put(UUID.randomUUID().toString(), UUID.randomUUID() + UUID.randomUUID().toString());

}

return result;

}

}

**Пакет** org.ssau.privatechannel

@Slf4j

@SpringBootApplication

public class Client {

private static final String CURRENT\_INSTANCE = "Client";

public static void main(String[] args) {

SystemContext.setProperty(SystemProperties.INSTANCE, CURRENT\_INSTANCE);

try {

StartPage.show();

} catch (IOException e) {

throw new RuntimeException("Could not show start page", e);

}

try {

ApplicationInstaller.run(Instances.CLIENT);

} catch (Exception e) {

throw new RuntimeException("Something wrong during client start: ", e);

}

SpringApplication.run(Client.class, args);

}

}

**Тесты:**

class ConfidentialDataControllerTest {

private final ReceivedInfoService receivedInfoService = Mockito.mock(ReceivedInfoService.class);

private final AuthKeyService authKeyService = Mockito.mock(AuthKeyService.class);

private final RandomDataGenerator dataGenerator = new RandomDataGenerator();

private final ConfidentialDataController dataController

= new ConfidentialDataController(receivedInfoService,

authKeyService);

private static final String TEST\_HEADER\_KEY = "test\_header\_key";

private static final String TEST\_WRONG\_KEY = "test\_wrong\_key";

private static final int TEST\_DATA\_COUNT = 10;

@BeforeEach

void setUp() {

Mockito.when(authKeyService.isActual(Mockito.anyString())).thenReturn(false);

Mockito.when(authKeyService.isActual(TEST\_HEADER\_KEY)).thenReturn(true);

}

@Test

void uploadData() {

List<ReceivedInformation> info = dataGenerator.generateReceivedData(TEST\_DATA\_COUNT);

ResponseEntity<?> responseEntity = dataController.uploadData(TEST\_HEADER\_KEY, info);

Assertions.assertEquals(responseEntity.getStatusCode(), HttpStatus.OK,

"Expected: " + HttpStatus.OK + ", actual: " + responseEntity.getStatusCode());

}

@Test

void uploadData\_WrongKey() {

List<ReceivedInformation> info = dataGenerator.generateReceivedData(TEST\_DATA\_COUNT);

ResponseEntity<?> responseEntity = dataController.uploadData(TEST\_WRONG\_KEY, info);

Assertions.assertEquals(responseEntity.getStatusCode(), HttpStatus.EXPECTATION\_FAILED,

"Expected: " + HttpStatus.EXPECTATION\_FAILED + ", actual: " + responseEntity.getStatusCode());

}

}

class ScheduleControllerTest {

private final ScheduleService scheduleService = Mockito.mock(ScheduleService.class);

private final TasksService tasksService = Mockito.mock(TasksService.class);

private final AuthKeyService authKeyService = Mockito.mock(AuthKeyService.class);

private final ScheduleController scheduleController = new ScheduleController(

scheduleService,

tasksService,

authKeyService);

private static final Long TEST\_SCHEDULE\_ID = 10L;

private static final Long TEST\_TIMEFRAME\_ID = 20L;

private static final String TEST\_CLIENT\_IP = "10.20.30.40";

private static final List<TimeFrame> TEST\_TIMEFRAMES =

List.of(

TimeFrame.builder()

.id(TEST\_TIMEFRAME\_ID)

.startTime(LocalDateTime.now())

.endTime(LocalDateTime.now().plusSeconds(1))

.build()

);

private static final Schedule TEST\_SCHEDULE = Schedule.builder()

.id(TEST\_SCHEDULE\_ID)

.clientIp(TEST\_CLIENT\_IP)

.timeFrames(TEST\_TIMEFRAMES)

.build();

@BeforeEach

void setUp() {

}

@Test

void saveSchedule() {

ResponseEntity<?> response = scheduleController.saveSchedule(TEST\_SCHEDULE);

Assertions.assertEquals(response.getStatusCode(), HttpStatus.ACCEPTED,

"Expected: " + HttpStatus.ACCEPTED + ", actual: " + response.getStatusCode());

}

}

**Модуль** server

**Пакет** org.ssau.privatechannel.config

@Configuration

@ComponentScan(basePackages = "java")

@EnableTransactionManagement

public class DataSourceConfig {

private static final String POSTGRES\_DIALECT = "org.hibernate.dialect.PostgreSQL94Dialect";

@Bean

public DataSource getDataSource() {

String url = SystemContext.getProperty(SystemProperties.DB\_URL);

String username = SystemContext.getProperty(SystemProperties.DB\_USER);

String password = SystemContext.getProperty(SystemProperties.DB\_PASSWORD);

DataSourceBuilder<?> dataSourceBuilder = DataSourceBuilder.create();

dataSourceBuilder.url(url);

dataSourceBuilder.username(username);

dataSourceBuilder.password(password);

return dataSourceBuilder.build();

}

@Bean

public Properties hibernateProperties() {

Properties hibernateProp = new Properties();

hibernateProp.put(HibernateProps.DIALECT, POSTGRES\_DIALECT);

hibernateProp.put(HibernateProps.SHOW\_SQL, Boolean.FALSE.toString());

hibernateProp.put(HibernateProps.AUTO\_DDL, "update");

hibernateProp.put(HibernateProps.SQL\_FORMAT, Boolean.TRUE.toString());

return hibernateProp;

}

@Bean

public PlatformTransactionManager transactionManager() {

return new JpaTransactionManager(entityManagerFactory());

}

@Bean

public JpaVendorAdapter jpaVendorAdapter() {

return new HibernateJpaVendorAdapter();

}

@Bean

public EntityManagerFactory entityManagerFactory() {

LocalContainerEntityManagerFactoryBean factoryBean = new LocalContainerEntityManagerFactoryBean();

factoryBean.setPackagesToScan("org/ssau/privatechannel/model");

factoryBean.setDataSource(getDataSource());

factoryBean.setJpaVendorAdapter(new HibernateJpaVendorAdapter());

factoryBean.setJpaProperties(hibernateProperties());

factoryBean.setJpaVendorAdapter(jpaVendorAdapter());

factoryBean.afterPropertiesSet();

return factoryBean.getNativeEntityManagerFactory();

}

private static abstract class HibernateProps {

public static final String DIALECT = "hibernate.dialect";

public static final String SHOW\_SQL = "hibernate.show\_sql";

public static final String AUTO\_DDL = "hibernate.hbm2ddl.auto";

public static final String SQL\_FORMAT = "hibernate.format\_sql";

}

}

@Configuration

public class RestTemplateConfig {

@Bean

public RestTemplate getRestTemplate() {

return new RestTemplate();

}

}

@Configuration

public class ServletConfig implements WebServerFactoryCustomizer<ConfigurableWebServerFactory> {

@Override

public void customize(ConfigurableWebServerFactory factory) {

String appPort = SystemContext.getProperty(SystemProperties.APP\_PORT);

factory.setPort(Integer.parseInt(appPort));

}

}

**Пакет** org.ssau.privatechannel.controller

@Slf4j

@RestController

@RequestMapping(Endpoints.API\_V1\_SERVER)

public class InputController {

private final RestTemplate restTemplate;

private final ScheduleService scheduleService;

private final AuthKeyService authKeyService;

private final ScheduleValidatorService validatorService;

private static final Random RANDOMIZER = new Random();

@Autowired

public InputController(RestTemplate restTemplate,

ScheduleService scheduleService,

AuthKeyService authKeyService,

ScheduleValidatorService validatorService) {

this.restTemplate = restTemplate;

this.scheduleService = scheduleService;

this.authKeyService = authKeyService;

this.validatorService = validatorService;

}

@PostMapping(value = Endpoints.SCHEDULES)

public ResponseEntity<?> provideSchedules(@RequestBody List<Schedule> schedules) {

authKeyService.generateNewHeaderKey();

String clientId = schedules.get(0).getClientIp();

if (Objects.nonNull(scheduleService.findNextByIp(clientId))) {

scheduleService.addAll(schedules);

String logMessage = String.format("Schedules for client [IP = %s] already exists. " +

"Schedules will be added in queue", clientId);

log.info(logMessage);

return new ResponseEntity<>(logMessage, HttpStatus.ACCEPTED);

}

provideIds(schedules);

try {

validatorService.validateSchedules(schedules);

} catch (ValidationException e) {

return new ResponseEntity<>(e.getMessage(), HttpStatus.BAD\_REQUEST);

}

HttpEntity<Schedule> scheduleHttpEntity = new HttpEntity<>(schedules.get(0));

List<String> allClients = ClientsHolder.getAllClients();

for (String currentClient : allClients) {

String fullUrl = UrlSchemas.HTTP + currentClient + Endpoints.API\_V1\_CLIENT + Endpoints.SCHEDULE;

ResponseEntity<String> stringResponseEntity =

restTemplate.postForEntity(fullUrl, scheduleHttpEntity, String.class);

boolean isStatusSuccessful = stringResponseEntity.getStatusCode().is2xxSuccessful();

if (!isStatusSuccessful) {

log.error("Cannot send first schedule to client by ip: {}. Client returned {}",

currentClient, stringResponseEntity.getStatusCode());

if (stringResponseEntity.getStatusCode().equals(HttpStatus.BAD\_REQUEST)) //400

return new ResponseEntity<>(

"The server cannot process the request sent by the client", HttpStatus.BAD\_REQUEST);

if (stringResponseEntity.getStatusCode().equals(HttpStatus.NOT\_FOUND)) //404

return new ResponseEntity<>(

"The server did not find the page to which the link leads", HttpStatus.NOT\_FOUND);

if (stringResponseEntity.getStatusCode().equals(HttpStatus.INTERNAL\_SERVER\_ERROR)) //500

return new ResponseEntity<>(

"Server configuration failure", HttpStatus.INTERNAL\_SERVER\_ERROR);

}

}

schedules.remove(0);

scheduleService.addAll(schedules);

return new ResponseEntity<>("Success", HttpStatus.OK);

}

@PostMapping(value = Endpoints.GENERATE\_SCHEDULE, consumes = MediaType.TEXT\_PLAIN\_VALUE)

public ResponseEntity<?> generateSchedule(@PathVariable("duration") Integer duration,

@RequestBody String clientIp) {

int startDelay = 20;

int delayBetweenSchedules = 60;

List<Schedule> schedules = new ArrayList<>();

Schedule schedule = new Schedule();

TimeFrame timeFrame = new TimeFrame();

timeFrame.setStartTime(LocalDateTime.now().plusSeconds(startDelay));

timeFrame.setEndTime(LocalDateTime.now().plusSeconds(startDelay + duration));

TimeFrame timeFrame2 = new TimeFrame();

timeFrame2.setStartTime(timeFrame.getEndTime().plusSeconds(delayBetweenSchedules));

timeFrame2.setEndTime(timeFrame.getEndTime().plusSeconds(delayBetweenSchedules + duration));

List<TimeFrame> timeFrames = Arrays.asList(timeFrame, timeFrame2);

schedule.setTimeFrames(timeFrames);

schedules.add(schedule);

schedule.setClientIp(clientIp);

return provideSchedules(schedules);

}

private void provideIds(List<Schedule> schedules) {

for (Schedule schedule : schedules) {

if (Objects.isNull(schedule.getId()))

schedule.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

for (TimeFrame timeFrame : schedule.getTimeFrames()) {

if (Objects.isNull(timeFrame.getId())) {

timeFrame.setId(Math.abs(RANDOMIZER.nextLong()) % Parameters.MAX\_ID);

}

}

}

}

}

@Slf4j

@RestController

@RequestMapping(path = Endpoints.API\_V1\_SERVER)

public class ScheduleController {

private final ScheduleService scheduleService;

@Autowired

public ScheduleController(ScheduleService scheduleService) {

this.scheduleService = scheduleService;

}

@PostMapping(value = Endpoints.GET\_NEW\_SCHEDULE, produces = MediaType.APPLICATION\_JSON\_VALUE)

public ResponseEntity<?> sendSchedule(@RequestBody String requesterIp) {

log.info("Searching schedule for client [ip={}]", requesterIp);

Schedule schedule = scheduleService.findNextByIp(requesterIp);

if (Objects.isNull(schedule)) {

log.info("Schedule for client [ip={}] not found", requesterIp);

return new ResponseEntity<>(HttpStatus.NO\_CONTENT);

}

if (!scheduleService.isActualSchedule(schedule)) {

log.error("Schedule not actual on server for client with IP = {}", requesterIp);

return new ResponseEntity<>(HttpStatus.EXPECTATION\_FAILED);

}

log.info("Schedule for client [ip={}] found: {}", requesterIp, schedule);

scheduleService.delete(schedule);

return new ResponseEntity<>(schedule, HttpStatus.OK);

}

}

@Slf4j

@RestController

@RequestMapping(value = Endpoints.API\_V1\_SERVER)

public class ServerController {

private final DataManagementService dataManagementService;

private final AuthKeyService authKeyService;

@Autowired

public ServerController(DataManagementService dataManagementService,

AuthKeyService authKeyService) {

this.dataManagementService = dataManagementService;

this.authKeyService = authKeyService;

}

@PostMapping(value = Endpoints.UPLOAD\_DATA, consumes = MediaType.APPLICATION\_JSON\_VALUE)

public ResponseEntity<?> uploadData(@RequestHeader(SystemProperties.HEADER\_KEY) String headerKey,

@RequestBody List<ConfidentialInfo> confidentialInfo) {

try {

try {

checkHeaderKey(headerKey);

}

catch (HeaderKeyNotActualException e) {

return new ResponseEntity<>(HttpStatus.EXPECTATION\_FAILED);

}

dataManagementService.tryToSendDataToReceiver(confidentialInfo);

} catch (BadRequestException e) {

return new ResponseEntity<>(e.getMessage(), HttpStatus.BAD\_REQUEST);

} catch (NotFoundException e) {

return new ResponseEntity<>(e.getMessage(), HttpStatus.NOT\_FOUND);

} catch (InternalServerErrorException e) {

return new ResponseEntity<>(e.getMessage(), HttpStatus.INTERNAL\_SERVER\_ERROR);

}

return new ResponseEntity<>(HttpStatus.OK);

}

private void checkHeaderKey(String key) throws HeaderKeyNotActualException {

if (!authKeyService.isActual(key)) {

String errorMessage = String.format("Key %s not actual and not persisted in database", key);

log.error(errorMessage);

throw new HeaderKeyNotActualException(errorMessage);

}

}

}

**Пакет** org.ssau.privatechannel.exception

public class BadRequestException extends Exception {

public BadRequestException(String message) {

super(message);

}

}

public class InternalServerErrorException extends Exception {

public InternalServerErrorException(String message) {

super(message);

}

}

public class NotFoundException extends Exception {

public NotFoundException(String message) {

super(message);

}

}

**Пакет** org.ssau.privatechannel.firetasks

public class NewTryToSendDataTask extends TimerTask {

private final RestTemplate restTemplate;

private final ConfidentialInfoService infoService;

private List<Long> ids;

private String serverAddress;

public NewTryToSendDataTask(RestTemplate restTemplate,

ConfidentialInfoService infoService) {

this.restTemplate = restTemplate;

this.infoService = infoService;

}

@Override

public void run() {

List<ConfidentialInfo> data = infoService.findAllByIds(ids);

infoService.deleteBatch(data);

HttpHeaders headers = new HttpHeaders();

headers.add(SystemProperties.HEADER\_KEY, SystemContext.getProperty(SystemProperties.HEADER\_KEY));

HttpEntity<?> entity = new HttpEntity<>(data, headers);

String appPort = SystemContext.getProperty(SystemProperties.APP\_PORT);

serverAddress = String.format(serverAddress, "127.0.0.1:" + appPort);

restTemplate.postForEntity(serverAddress, entity, String.class);

}

public void setIds(List<Long> ids) {

this.ids = ids;

}

public void setServerAddress(String serverAddress) {

this.serverAddress = serverAddress;

}

}

**Пакет** org.ssau.privatechannel.service

@Slf4j

@Service

public class DataManagementService {

private static final String RECEIVER\_URL = UrlSchemas.HTTP + "%s" + Endpoints.API\_V1\_CLIENT + Endpoints.UPLOAD\_DATA;

private static final String SERVER\_URL = UrlSchemas.HTTP + "%s" + Endpoints.API\_V1\_SERVER + Endpoints.UPLOAD\_DATA;

private static final Integer WAIT\_TIME\_IN\_MINUTES = 1;

private final ConfidentialInfoService infoService;

private final TimerService timerService;

private final RestTemplate restTemplate;

private final IpService ipService;

private final NetworkAdapterService networkAdapterService;

private static final Integer TRY\_SEND\_DATA\_DELAY\_SECONDS = 10;

@Autowired

public DataManagementService(ConfidentialInfoService infoService,

TimerService timerService,

RestTemplate restTemplate,

IpService ipService,

NetworkAdapterService networkAdapterService) {

this.infoService = infoService;

this.restTemplate = restTemplate;

this.timerService = timerService;

this.ipService = ipService;

this.networkAdapterService = networkAdapterService;

}

public void tryToSendDataToReceiver(List<ConfidentialInfo> confidentialInfo)

throws BadRequestException, NotFoundException, InternalServerErrorException {

if (infoService.getInfoCount() > 0) {

StartDataTransferringTask startTransferringTask =

new StartDataTransferringTask(infoService,

restTemplate,

ipService,

networkAdapterService);

timerService.createTask(startTransferringTask, LocalDateTime.now().plusSeconds(TRY\_SEND\_DATA\_DELAY\_SECONDS));

log.info("Trying to send remaining data from server");

}

HttpHeaders headers = new HttpHeaders();

headers.set(SystemProperties.HEADER\_KEY, SystemContext.getProperty(SystemProperties.HEADER\_KEY));

HttpEntity<List<ConfidentialInfo>> confidentialInfoHttpEntity = new HttpEntity<>(confidentialInfo, headers);

String receiverIP = confidentialInfo.get(0).getReceiverIP();

String httpAddress = String.format(RECEIVER\_URL, receiverIP);

ResponseEntity<String> stringResponseEntity;

try {

stringResponseEntity =

restTemplate.postForEntity(httpAddress, confidentialInfoHttpEntity, String.class);

} catch (Throwable e) {

e.printStackTrace();

log.error("Could not send data to client [ip = {}]: {}", receiverIP, e.getMessage());

infoService.addAll(confidentialInfo);

LocalDateTime nextTryTime = LocalDateTime.now().plusSeconds(WAIT\_TIME\_IN\_MINUTES \* 20);

scheduleNewTransferringTry(nextTryTime, confidentialInfo);

throw e;

}

boolean isStatusSuccessful = stringResponseEntity.getStatusCode().is2xxSuccessful();

if (!isStatusSuccessful) {

infoService.addAll(confidentialInfo);

if (stringResponseEntity.getStatusCode().equals(HttpStatus.BAD\_REQUEST)) {

log.error("Wrong request to receiver IP. May be body is incorrect");

throw new BadRequestException("Wrong request to receiver IP. May be body is incorrect");

}

if (stringResponseEntity.getStatusCode().equals(HttpStatus.NOT\_FOUND)) {

log.error("Page not found");

throw new NotFoundException("Page not found");

}

if (stringResponseEntity.getStatusCode().equals(HttpStatus.INTERNAL\_SERVER\_ERROR)) {

log.error("Something wrong with client on other side");

throw new InternalServerErrorException("Something wrong with client on other side");

}

}

}

private void scheduleNewTransferringTry(LocalDateTime timestamp,

List<ConfidentialInfo> confidentialInfo) {

NewTryToSendDataTask task = new NewTryToSendDataTask(restTemplate, infoService);

List<Long> ids = new ArrayList<>();

for (ConfidentialInfo currentRecord : confidentialInfo) {

ids.add(currentRecord.getId());

}

task.setIds(ids);

task.setServerAddress(SERVER\_URL);

timerService.createTask(task, timestamp);

}

}

@Slf4j

@Service

public class ScheduleValidatorService {

public void validateSchedules(List<Schedule> schedules) throws ValidationException {

for (Schedule schedule : schedules) {

validateSchedule(schedule);

}

}

private void validateSchedule(Schedule schedule) throws ValidationException {

for (TimeFrame timeFrame : schedule.getTimeFrames()) {

validateTimeframe(timeFrame);

}

checkTimeFramesForIntersects(schedule.getTimeFrames());

checkTimeframesOrder(schedule.getTimeFrames());

}

private void validateTimeframe(TimeFrame timeFrame) throws ValidationException {

if (timeFrame.getStartTime().isBefore(LocalDateTime.now())) {

String errorMessage = String.format("Timeframe %s has start before current time. " +

"It is incorrect", timeFrame);

log.error(errorMessage);

throw new ValidationException(errorMessage);

}

if (timeFrame.getStartTime().isAfter(timeFrame.getEndTime())){

String errorMessage = String.format(

"Schedule is incorrect. Timeframe start must be before timeframe end. Got: %s", timeFrame);

log.error(errorMessage);

throw new ValidationException(errorMessage);

}

}

private void checkTimeFramesForIntersects(List<TimeFrame> timeFrames) throws ValidationException {

for (int i = 0; i < timeFrames.size()-1; ++i) {

for (int j = 1; j < timeFrames.size(); ++j) {

if (timeFrames.get(i).isIntersectsWith(timeFrames.get(j))) {

String errorMessage = String.format("Timeframes %s and %s intersects",

timeFrames.get(i),

timeFrames.get(j));

log.error(errorMessage);

throw new ValidationException(errorMessage);

}

}

}

}

private void checkTimeframesOrder(List<TimeFrame> timeFrames) throws ValidationException {

for (int i = 0; i < timeFrames.size() - 1; ++i) {

LocalDateTime firstTimeframeStartTime = timeFrames.get(i).getStartTime();

LocalDateTime secondTimeframeStartTime = timeFrames.get(i+1).getStartTime();

if (secondTimeframeStartTime.isBefore(firstTimeframeStartTime)) {

String errorMessage = String.format("Timeframes must be ordered. " +

"Timeframe %s must be after and %s", secondTimeframeStartTime, firstTimeframeStartTime);

log.error(errorMessage);

throw new ValidationException(errorMessage);

}

}

}

}

**Пакет** org.ssau.privatechannel

@SpringBootApplication

public class Server {

private static final String CURRENT\_INSTANCE = "Server";

public static void main(String[] args) {

SystemContext.setProperty(SystemProperties.INSTANCE, CURRENT\_INSTANCE);

try {

StartPage.show();

} catch (IOException e) {

throw new RuntimeException("Could not show start page", e);

}

try {

ApplicationInstaller.run(Instances.SERVER);

} catch (Exception e) {

throw new RuntimeException("Something wrong during server start: ", e);

}

SpringApplication.run(Server.class);

}

}

**Тесты:**

class InputControllerTest {

private final RestTemplate restTemplate = Mockito.mock(RestTemplate.class);

private final ScheduleService scheduleService = Mockito.mock(ScheduleService.class);

private final AuthKeyService authKeyService = Mockito.mock(AuthKeyService.class);

private final ScheduleValidatorService validatorService = Mockito.mock(ScheduleValidatorService.class);

private final InputController inputController = new InputController(

restTemplate,

scheduleService,

authKeyService,

validatorService

);

private static final Long TEST\_SCHEDULE\_ID = 10L;

private static final Long TEST\_TIMEFRAME\_ID = 20L;

private static final String TEST\_CLIENT\_IP = "10.20.30.40";

private static final List<TimeFrame> TEST\_TIMEFRAMES =

List.of(

TimeFrame.builder()

.id(TEST\_TIMEFRAME\_ID)

.startTime(LocalDateTime.now())

.endTime(LocalDateTime.now().plusSeconds(1))

.build()

);

private static final Schedule TEST\_SCHEDULE = Schedule.builder()

.id(TEST\_SCHEDULE\_ID)

.clientIp(TEST\_CLIENT\_IP)

.timeFrames(TEST\_TIMEFRAMES)

.build();

private static final List<Schedule> TEST\_SCHEDULES = new ArrayList<>();

static {

TEST\_SCHEDULES.add(TEST\_SCHEDULE);

}

@Test

void provideSchedules() {

ResponseEntity<?> response = inputController.provideSchedules(TEST\_SCHEDULES);

Assertions.assertEquals(HttpStatus.OK, response.getStatusCode(),

"Expected: " + HttpStatus.OK + ", actual: " + response.getStatusCode());

}

}

class ScheduleControllerTest {

private final ScheduleService scheduleService = Mockito.mock(ScheduleService.class);

private final ScheduleController scheduleController = new ScheduleController(scheduleService);

private static final String TEST\_REQUESTER\_IP = "10.20.30.40";

private static final Long TEST\_SCHEDULE\_ID = 10L;

private static final Long TEST\_TIMEFRAME\_ID = 20L;

private static final String TEST\_CLIENT\_IP = "10.20.30.40";

private static final List<TimeFrame> TEST\_TIMEFRAMES =

List.of(

TimeFrame.builder()

.id(TEST\_TIMEFRAME\_ID)

.startTime(LocalDateTime.now())

.endTime(LocalDateTime.now().plusSeconds(1))

.build()

);

private static final Schedule TEST\_SCHEDULE = Schedule.builder()

.id(TEST\_SCHEDULE\_ID)

.clientIp(TEST\_CLIENT\_IP)

.timeFrames(TEST\_TIMEFRAMES)

.build();

@BeforeEach

void setUp() {

Mockito.when(scheduleService.findNextByIp(TEST\_REQUESTER\_IP)).thenReturn(TEST\_SCHEDULE);

Mockito.when(scheduleService.isActualSchedule(TEST\_SCHEDULE)).thenReturn(true);

}

@Test

void sendSchedule() {

ResponseEntity<?> response = scheduleController.sendSchedule(TEST\_REQUESTER\_IP);

Assertions.assertEquals(HttpStatus.OK, response.getStatusCode(),

"Expected: " + HttpStatus.OK + ", actual: " + response.getStatusCode());

}

}

class ServerControllerTest {

private final DataManagementService dataManagementService = Mockito.mock(DataManagementService.class);

private final AuthKeyService authKeyService = Mockito.mock(AuthKeyService.class);

private final Random RANDOMIZER = new Random();

private static final String TEST\_HEADER\_KEY = "test\_header\_key";

private static final String TEST\_WRONG\_KEY = "test\_wrong\_key";

private static final int TEST\_DATA\_COUNT = 10;

private final ServerController serverController = new ServerController(

dataManagementService,

authKeyService

);

@BeforeEach

void setUp() {

Mockito.when(authKeyService.isActual(Mockito.anyString())).thenReturn(false);

Mockito.when(authKeyService.isActual(TEST\_HEADER\_KEY)).thenReturn(true);

}

@Test

void uploadData() {

ResponseEntity<?> response = serverController.uploadData(TEST\_HEADER\_KEY, generate());

Assertions.assertEquals(response.getStatusCode(), HttpStatus.OK,

"Expected: " + HttpStatus.OK + ", actual: " + response.getStatusCode());

}

@Test

void uploadData\_wrong() {

ResponseEntity<?> response = serverController.uploadData(TEST\_WRONG\_KEY, generate());

Assertions.assertEquals(response.getStatusCode(), HttpStatus.EXPECTATION\_FAILED,

"Expected: " + HttpStatus.EXPECTATION\_FAILED + ", actual: " + response.getStatusCode());

}

private List<ConfidentialInfo> generate() {

List<ConfidentialInfo> info = new ArrayList<>();

for (int i = 0; i < ServerControllerTest.TEST\_DATA\_COUNT; ++i) {

ConfidentialInfo currentRecord = ConfidentialInfo.builder()

.id(null)

.data(generateRandomData())

.build();

info.add(currentRecord);

}

return info;

}

private Map<String, Object> generateRandomData() {

int MAX\_DATA\_ROWS\_COUNT = 10;

int rowsCount = 1 + (Math.abs(RANDOMIZER.nextInt()) % (MAX\_DATA\_ROWS\_COUNT));

Map<String, Object> result = new HashMap<>();

for (int i = 0; i < rowsCount; ++i) {

result.put(UUID.randomUUID().toString(), UUID.randomUUID() + UUID.randomUUID().toString());

}

return result;

}

}